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1. Introduction
1.1 Background 
The University of Portsmouth’s School of Computing currently uses an online system called the Project Unit Management System (PUMS). 

PUMS is a Project Management web system and its usage targets on the task of managing and providing data about the final year project unit. The general principles behind PUMS functionality are to provide reports/lists to people using it, to set up tasks and how long will take to complete, alert mechanisms, information on workload, statistics and user interaction.
More specifically, it allows undergraduate students to submit ideas for their final year project or to external parties the ability to submit a request for a project/software that their organisation needs or for a solution on an IT problem.  In addition to being only a system for project ideas submission, PUMS has more features such as Project Allocation, which allows supervisor allocation to students and project monitoring a subsystem of PUMS which allow members of University’s staff to set milestones for students doing their final year project.
1.2 The Problem 
While PUMS has been a reliable system and used for many years by the Computing department of the University of Portsmouth it does not cover needs that have been evolved during the time of usage of the system so it has been decided that the system needs to be implemented again and redesigned. 
In addition, one of the major problems of PUMS is that it was implemented in a non Model View Controller style (discussed later). The non-MVC pattern makes the process of maintaining the existing code much harder than using an MVC pattern, because the presentation logic is mixed with the business logic.
The new system that is to be developed named SUMS logically divided in five sub-systems as the following: 1) Project Ideas, 2) Project Submission, 3) Project Allocation, 4) Project Monitoring 5) Student Feedback. 

1.3 Aim and Objectives 
The aim of this project was to design and implement the Project Monitoring Subsystem using the MVC design pattern and two open source frameworks, the Apache Struts and the Java Persistence API.

The new system will be used to monitor students' progress with their project. 
Important functions of the new system were the following:

The ability of the project co-ordinator to set milestones for all students; supervisors and students able to set individual milestones; recording of progress reports and other file attachments; recording of milestones met/not-met (including in bulk); calculation of penalties associated with missed milestones. Features that need to be added include the ability of a user to edit or delete milestones and association of a milestone with file attachments.
Toward this aim, the author had to meet the following objectives:

1. To gain a better understanding of the Jakarta Apache Struts framework.

2. To learn the basics of Java Persistence API (JPA) that was never used before.

3. Find out about milestones in literature.

4. To find out information about the internal workings of the existing Project monitoring sub-system and find out how relevant people use this system.

5. Design a solution 

6. Implement the solution using Apache Struts and JPA.
1.4 Constraints 
However, during the process of meeting the above objectives, the author faced some major constraints:

1. The application was developed by only one person.
2. Time proved not enough for meeting all the requirements

3. The amount of information in literature regarding milestones was limited
4. The data, which can be displayed and amended in the new system, is considerably limited compared to the data of the existing systems database. 

1.5 Report’s Structure 
This report consists of five chapters:

	Chapter
	Title
	Description

	1
	Introduction
	Introduces the project, the outline environment, aims and objectives and constraints.



	2
	Review
	A literatrure review relating to the architecture, and frameworks used in the development of the solution



	3
	Analysis & Design
	Describes the requirements of the prototype and how they were gathered. Then the design approach used is discussed.
 

	4
	Implementation & Testing
	Describes how the prototype was implemented and tested.


	5
	Evaluation & Conclusion
	Evaluates the system built against the requirements and defines the objectives met.



2. Literature Review
This chapter introduces some of the technologies used in the development of the new milestones monitoring system. The Literature Review consists of three main sections. In the first section, the Model-View-Controller design patter together with the JSP implementation of this pattern is presented. The second section introduces two open source frameworks that implement the MVC pattern, the Apache Struts and the JavaServer Faces and compares them. Last, and Object-Relational Mapping framework, the Java Persistence API is defined. The JPA is the framework used for interacting with the Database. 
It should be mentioned at this point, that the contents of this chapter are closely related to web programming in Java, using the Java Servlet technology. The reader should have a basic knowledge on this area in order to understand the technologies and techniques discussed. If the reader is not familiar with the Java Servlets a general introduction about JSP and Servlets, can be found at http://java.sun.com/j2ee/tutorial/1_3-fcs/doc/Servlets.html
2.1 MVC Architecture 
As it has already been mention in the introduction, one of the requirements of this project was to re-develop the PUMS Monitoring subsystem using the Model-View-Controller (MVC) design pattern.

MVC was first widely defined in the book "Design Patterns" by Erich Gamma et al. It defines a separation of concerns in a program where the model defines the internal data structures of the program, the view defines how the model is rendered to the user, and the controller performs the actual actions in the program that affect the model. (Jcorporate, n.d)
In the web applications world, a possible interpretation of this definition would be that a web application could separate into three layers, the View, the Model and the Controller layers.
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Figure 2.1 - The MVC architecture
The Model relates closely with the application’s data, which in case of a dynamic web application, is the data stored in a database or in any other type of storage. The model also has all the appropriate functions it needs to change its state. What it does not have relating to the data is the knowledge of how the data will be displayed by the View.

The View refers to the model in the sense that is the models representation to a user, which made a request. In a web application, it is the View (an HTML/JSP /ASP page) that will present the data using the appropriate functions/methods of the model and decide how these data is going to be displayed in a user’s browser.
The job of the Controller is to decode any user interactions on the View into actions to be performed by the model. In a web application, a View can interact with the Controller by sending HTTP requests (mostly using the GET or POST methods) to the Controller through the application’s container. The Controller receives the requests and if is needed, it changes the state of the model and then responses with an appropriate View.

The MVC pattern can offer a number of advantages to the development of an application. In a well-designed system, where the functional requirements do not tend to change often, the Controller and the Model will not be needed to change frequently comparing to the View (new pages may be added, or existing layouts may change). By using the MVC pattern, any modification to the View can be done without affecting the other two layers. Additionally the model can be modified or be tested without affecting the View neither the Controller.
In contrast, if the View is mixed with business logic then any change to the View may need modification to the business logic as well. This is very likely to introduce additional effort as any testing to the View means also testing to the business logic tighten with that View. 
Another advantage of the MVC pattern is the separation of concerns when developing an application. A rich View is certain that it will need people with high skills in web designing while complex business logic will need programmers with high skills in programming. It is unlikely that a web designer will have high skills in programming in order to implement the business logic. It will also be very hard for a conventional programmer to implement the business logic in a web page, as an additional concern will be added that of mistakenly affect the layout.
MVC clearly separates the concern as the designer creates the View without worrying about any business logic and the programmer implements the business the Controller and the Model.
However, the MVC pattern tents to liabilities. In small applications, learning Struts and its features may take longer than developing the actual system, so a careful decision should be taken by a developer to use the Struts framework.
2.2 JSP Models 1.5 and 2
In the early JSP specifications before JSP 2.0 introduced, there were two approaches presented for building web applications, the JSP Model 1 and the JSP Model 2 Architectures. The main difference of these two Models can be located in the way that they handle the HTTP requests coming from the client. In Model 1, shown if figure 1.1, any request coming from the client is processed by the JSP that is intended to receive that request.
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Figure 2.2 - JSP Model 1.5. (IBM07)
Specifically, in Model 1.5 when a browser sends a request to a JSP page (1), the JSP page processes the request accordingly and then communicates with a Java bean (2) ,which in turn may communicate with another bean that implements the business logic or the Java bean itself may be connected with the data source (3). When the actions requested from the user are processed, the outcome of this operation is returned to the client through the Java bean (4). 

On the other hand, the JSP Model 2 (based on the MVC pattern) implements the concept of the Controller handling the request coming from the client instead of a Java bean. The notion of having a Controller handling the requests introduced with the new JSP 2.0 specification with the appearance of Servlets.  A Servlet is a Java programming language class used to extend the capabilities of servers that host applications accessed via a request-response programming model (Sun, 2007a).  Based on Servlets the JSP Model 2 works as shown in Figure 1.2 on the next page.
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Figure 2.3 - JSP Model 2

In Model 2, the Servlet receives any HTTP request sent by the browser. The Servlet creates a new Java bean, which as in the Model 1 implements the business logic, and the Java bean accesses any data that are requested from the Servlet. When the data have been retrieved or the state of the model has been modified, the Servlet decides to which JSP page to forward the request received to and communicates with the chosen JSP.

Usually, the communication of a Servlet with a JSP on that stage is the Servlet storing in a place where the JSP has access data to be displayed by the JSP page. The stored data can be the Java Bean itself, a List of Java beans or some form of Java Collection (e.g. Array List, Hash Map, and Set). The data are retrieved by the JSP page during the rendering phase and is displayed to the browser. In Model 2, there is a clear separation of the presentation with the business logic and that is exactly what the MVC design architecture is all about.
2.3 Frameworks implementing the MVC pattern

In Java web applications the JSP Model 2, is based upon the MVC pattern.
Today there are a number of frameworks applying the MVC pattern, created in order to let developers focus more on implementing a web application rather than spending a large amount of time trying to design the application.

In Java, two of the most popular frameworks are the Java Server Faces (JSF07), Apache’s Jakarta Struts (STRUTS07). All of them provide a rich-set of features that considerably help developers building a web application in an MVC style.
They provide features such as custom tags, their own standard tag library form field validations, support for the EL Expression Language, Java Beans support, custom validations, and the most important of all, a clean separation of the three layers that the MVC pattern consists of.
Java Server Faces was initiated by Sun Microsystems, in 2001. Designed to ease the burden of developing and maintaining applications that run on Java application servers and render their UIs back to a target client, JSF leverages existing, standard UI and Web-tier concepts without limiting developers to a particular mark-up language, protocol, or client device. (OneInfoPlace, 2007)

Jakarta Apache Struts, was developed by in late nineties by a software architect named Craig McClanahan and then passed to the Apache Foundation in May 2000.
While these two frameworks have a common goal, and that is to help developers in building java web applications their architecture is completely different.

JSF follows a component-based approach rather than a page-based used by the Struts framework. The major difference between the two is in the behaviour of a web application responding to user actions.

A component based approach means users interactions are translated as events like in Java Applets. That is exactly what the JSF architects wanted to achieve. To give to developers the feeling that they work in a Swing based applet rather than web HTML forms. 
In the next two Sections, the reader will have the chance to read and possibly learn the architectures of two of the most popular frameworks in the Java community. The first section will introduce the Jakarta Apache Struts (v.1.2.x) framework and the second section the Sun’s JavaServer Faces architecture.
2.4 Jakarta Apache Struts
This section introduces the popular in Java community, Jakarta Apache Struts framework. The contents of this section need to be carefully read as the components described were used in the implementation of the new Project Milestones monitoring system. 
2.4.1 Overview

Apache Struts is a framework for developing Java web applications. 
Struts is an idea implemented by Craig McClanahan a software architect who developed Struts as an open source project in the late nineties. Later in May 2000, McClanahan donated it in the Apache Foundation and there Struts placed under the umbrella of the Jakarta Project.
However due to its increased popularity in the open source community, the foundation decided to lunch it as a project of its own. Since the release of Struts 1.1 in June 2003, Struts has become one of the most popular frameworks for developing complex JSP applications. (Siggelkow, 2005, p.01). Struts gained this popularity, mainly because it allows to web programmers to apply the MVC architecture to their web applications.

Struts uses the concept of “ActionMapping” to enable a Servlet (ActionServlet, discussed later) to turn HTTP Requests into actions to be performed by the ‘Model’ of the application. An ActionMapping usually specifies a request path, the object type to act upon the request, and other properties as needed. (Varhol, 2002). 
An “Action” object is the object used as the ‘Controller’ in the Struts framework and its responsibility is to receive any requests as already mentioned and decide to which available JSP page (‘View’) to send it or if it is needed, to perform any operations on the Model. The gap between the Controller layer and the presentation layer is filled with another object called “ActionForm”, which in a typical use of Struts, takes the data from the View and passes it to the Controller.

In the rest of this section, the individual components of Struts (version 1.2.x) will be introduced to the reader in detail along with a description of how all these components work together from the time a request is received until a response is sent to the client.
2.4.2 Struts Components
The components that this section introduces can be considered as the “heart” of the Struts framework. The components interact with each other to provide the Struts functionality in a web application that uses Struts.
a) The struts-config.xml

To make sure that all the layers of an application are connected to each other Struts uses an XML file named as struts-config.xml, which keeps all the configuration information about the Struts part of a web application.
This file is used by the Controller to map requests to specific objects has to call in order to fulfil a client’s request.
A sample of a struts-config.xml file, modified for the needs of this section is shown in the following figure:

<?xml version="1.0" encoding="ISO-8859-1" ?>

<!DOCTYPE struts-config PUBLIC

          "-//Apache Software Foundation//DTD Struts Configuration 1.0//EN"

          "http://jakarta.apache.org/struts/dtds/struts-config_1_0.dtd">

<struts-config>

<!-- ========== Form Bean Definitions ============ -->

<form-beans>
<form-bean name="deleteUserForm" type="test.struts.deleteUserForm " />
<form-bean name="LoginForm" type="org.apache.struts.action.DynaActionForm">

  <form-property name="username" type="java.lang.String"/>

  <form-property name="password" type="java.lang.String"/>

</form-bean>

</form-beans>
<!-- ========== Global Forward Definitions ========= -->

<global-forwards>
<forward   name="logoff"   path="/logoff.do"/>

</global-forwards>
<!-- ========== Action Mapping Definitions ======== -->

<action-mappings>

<action path="/login" type="test.struts.LoginAction" name= "login">

<forward name="valid" path="/jsp/MainMenu.jsp" />

<forward name="invalid" path="/jsp/LoginView.jsp" />

</action>

<action path="/login" type="test.struts.LoginAction" name= " deleteUserForm" />

</action-mappings>
<requestProcessor />

</struts-config>


Figure 2.4 - A sample struts-config.xml file (modified). (JavaRanch,2002)
As any valid XML file, at the top of the XML file is the XML version along with the encoding. In the second tag, the Document Type is defined another requirement that a valid XML need to meet.
The <form-beans> tag section specifies the ActionForms or FormBeans that is later bound to Actions (in the <action-mappings>). A FormBean element has no body and it is configured using only its two properties, name and type.
The Struts framework uses the ActionForms, which are typical JavaBeans, to transfer information from the View to the Controller. An ActionForm created to transfer data to a particular Action contains fields that map to the names of the HTML input elements within a ‘form’ tag that corresponds to a specific Action. In other words, an ActionForm represents the parameters submitted by an HTTP request. Usually there is one ActionForm for each JSP page of a web application. However, this is not obligatory. 
In some cases, it might not be desirable to use an ActionForm but directly send the request parameters to the Action directly. Furthermore, in some other cases where the ‘form’ elements are not many (2 to 3) the Struts framework provides an alternative way to send values to an Action. In the <form-beans> section of the deployment descriptor, a developer can declare DynaActionForms.

DynaActionForms, can be used when an HTML form contains a few and simple properties where in that case defining a new ActionForm, which means creating a new class and set its getter/setter properties, may be time-consuming and frustrating.
Next, after the <form-beans> tag is the <global-forwards> element.  Struts in divides forwards in two categories: Global and Local.
The global-forwards elements provide a way to have URIs called from many points in the application to be declared without redundancy (ref). For example, a Logoff link in a web sites page(s) could be written as

<html:link forward="logoff">Logoff</html:link>

Now any change to the URL of the forward with the name ‘logoff’, will not require every page that uses that link to change its code, thus making the application more maintainable. Forwards is a very useful concept in the Struts framework as they are the elements that separate the Controller from the View.

At the bottom of the struts-config.xml is the ActionMappings element, which combined with the Form beans are the most significant elements in the struts-config.xml file. The <action-mappings> element contains a list of all the <action> elements that define the ActionMappings of an application.
The <action> sub-element in this sample struts-config.xml has three attributes, path, type and name. The path attribute takes as a value, the relative path of the submitted request, the name attribute the name of the FormBean bound to this specific <action> sub-element and the type attribute the fully qualified name of the Action class that will process the requests coming for this action mapping.
The body of the <action> defines the local forwards which are specifically bound to their parent action.

B) The “ActionServlet” Class
The “org.apache.struts.action.ActionServlet” is the backbone of all Struts applications and together with the “org.apache.struts.action.Action” represents the Controller of the application. The ActionServlet is considered as the main component of the Controller layer as it is the first component that will receive an HTTP request from a browser and will decide which Action will process the request.

The ActionServlet is just a simple Java Servlet, which extends the abstract class “javax.servlet.http.HttpServlet” and implements three of its methods. The methods are the doGet(), the doPost() and init().  It is easy to understand what the purpose of these methods is. The first and the second method are called by the ‘service()’ function of the HttpServlet class in which the method (POST,GET) is identified and then the appropriate function is called (doGet()/doPost()).
public void doGet(HttpServletRequest request, HttpServletResponse response)

throws IOException, ServletException {

process(request, response);

}

public void doPost(HttpServletRequest request, HttpServletResponse response)

throws IOException, ServletException {

process(request, response);

}

As it can be noticed both of these methods call a single method named “process()”. In the process method is actually where the “Struts” process begins.
b) The “RequestProcessor” Class

The RequestProcessor is the main class where most of the processing for each HTTP request occurs. Some of the methods of this class are (Apache, 2007):

processPreprocess - Services Requests
processMapping - Selects Action 

processRoles  - Authorizes Action

processActionForm  - Creates ActionForm

processPopulate  - Populates ActionForm 

processValidate  - Validates ActionForm / Selects Input

processForward  - Selects Forward

processInclude  - Selects Include 

processActionCreate  - Creates an Action

processActionPerform  - Executes an Action

c) The “Action” Class

The Action Class defines two methods (Apache, 2007):

public ActionForward execute(ActionMapping mapping,

                    ActionForm form,

                    ServletRequest request,

                    ServletResponse response)

                    throws Exception;

public ActionForward execute(ActionMapping mapping,

                    ActionForm form,

                    HttpServletRequest request,

                    HttpServletResponse response)

                    throws Exception;

The difference between the two is that the first execute is used in applications where the Servlet model is not used with the HTTP protocol but with some other protocol. For example, someone would want to use the Struts technology to build a service that uses Servlets but the communication protocol used in that service decided to be the SMTP instead of HTTP. Without the first method to provide that flexibility this would not be feasible.
The goal of an Action class is to process a request, via its execute method, and return an "ActionForward" object that identifies where control should be forwarded (e.g. a JSP, Tile definition, Velocity template, or another Action) to provide the appropriate response. (Apache, 2007)
d) The “ActionMapping” Object
At the bottom of the sample struts-config.xml file, as already described is the <action-mappings> element that contains <action> sub-elements. In Struts, an ActionMapping object represents a particular <action> sub element along with the properties defined in that action element. For example, in the case of the action mapping in the struts-config, an ActionMapping object would extend the the “org.apache.struts.action.ActionMapping” class, and include fields, getter and setter methods for the attributes path, type and name (In reality it will include more fields that are not included in the <action> element. See (Apache, 2007)).
The purpose of an ActionMapping is to describe an Action instance to the ActionServlet, and furthermore to be passed as a parameter to the execute method of the Action class. The ActionMapping is a significant component of every application that uses the Struts framework. First, it helps the RequestProcessor to decide to which Action to forward the request and secondly once the mapping has been passed to the Action, it helps the Action to define the workflow of the application by reading the local forwards nested in the <action> sub elements. 
2.4.3 Struts Workflow

The workflow of Struts can be seen in the following diagram.
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Figure 2.5 - Struts Lifecycle. Retrieved from http://www.ibm.com/ developerworks/library/j-struts/
When a user performs an action such as clicking an Update button in a JSP page or clicking a link, the browser constructs an HTTP request object and sends this object to the specified on the HTTP request object. 
Supposed that the web application is deployed in a container such as TomCat, the container will get the HTTP request object, and will send it to the ActionServlet of the Struts framework. 

The container will recognise which requests are considered to be sending to the ActionServlet by getting the mapping from a file called named web.xml. The web.xml file is where Servlets and other stuff are defined to the Servlet container. Typically, the web.xml contains a section that maps a URL pattern to a specific Servlet. 

<servlet>

    <servlet-name>Action</servlet-name>

    <servlet-class>


  org.apache.struts.action.ActionServlet


</servlet-class>

<!-- Standard Action Servlet Mapping -->

  <servlet-mapping>

    <servlet-name>Action</servlet-name>

    <url-pattern>*.do</url-pattern>

  </servlet-mapping>

Therefore, when the container receives an HTTP request checks the request URI for patterns that may be included in the web.xml.

 The container, invokes the ActionServlet when a request contains the “.do” pattern. Note that the “*.do” pattern can be changed by the developer to another pattern if it is desired.

When the ActionServlet receives an HTTP request from the Container, it completes the following tasks:

1. One of the doPost() and doGet() receive the request and invoke the process() method (see 2.4.2, B)
2. In the process() method of the ActionServlet a new instance of the RequestProcessor class is created. On the new instance the init() method is called to associate the RequestProcessor with the ActionServlet and then the  process() method of the RequestProcessor is called by passing it the HttpServletRequest and HttpServletResponse objects.
3. Inside the process() method the following methods will run in sequential order
3.1.  processPath():  This method will parse the URI from the request in order to determine which ActionMapping should be used for this request. For example, the ActionMapping to be read from the sample struts-config.xml for a URI: login.do would be the first action with path= /login.do
3.2.  processLocale():  Here the RequestProcessor will try to get the Local setting from the request.
3.3.  processContent(): In this method Struts will set the content-type for the response (default: “text/html”, unless specified in the struts-config.xml)
3.4.  processNoCache(): If configured in struts-config.xml, Struts will add to the response headers so that the page which will forwarded not to be cached by the browser.
3.5.  processPreprocess(): This is a general purpose method which returns true. It has been implemented so that it can be overridden from programmers when an initialization is needed.
3.6.  processActionMapping(): This method takes parameters the request and response objects and the value returned from the processPath(). As its name implies its use is to get an object of type ActionMapping. If the path was /logout a bean of type ActionMapping would be created with all the attributes and sub elements (forwards) specified in the struts-config.xml
3.7.  processRoles ():  This method takes as parameters the request ,the response and the bean return from the processActionMapping(). Its purpose is to check if any roles for the particular ActionMapping have been specified. If the user issued the request is not being allowed to view the action of the ActionMapping the process method exits.
3.8.  processActionForm (), processPopulate(): If a “name” attributes is specified in the ActionMapping (in the <action> tag), the RequestProcessor will read the value, instantiate the FormBean mapped with this value and populate its properties with the parameter values of the request. Last, it will store the form bean in the session or in the request object.
3.9.  processValidate(): Struts will perform validation if required to the values of the ActionForm instantiated. (calls validate() method in ActionForm)
3.10. processForward(): If there is a forward specified in the ActionMapping, forward control to that path.
3.11. processActionCreate(): In this method the value of the type attribute of the <action> element is obtained and a new instance of the obtained type is created.
3.12. processActionPerform(): This method calls the execute method of the Action class that maps to the request.
3.13. processForwardConfig(): Finally the process method of the RequestProcessor takes the object return form the previous method (an ActionForward object), looks the path that indicates and forwards the request and the response objects to that path (normally a JSP page). Then the JSP page is displayed to the browser of the user.
Apache Struts is nice and clean framework that helps developers to build applications in the MVC style. Rather than having information into Java code in JSP pages or beans, Struts provide the struts-config.xml file where all properties can be specified. This means that changes can be made without modifying and then recompiling code, but that changes can be made in a single XML file. In addition, although it seems that Struts helps the applications to build only their Controller part, Struts also provides a set of custom tags that can be used in the View and form field validation controls.
In addition, as Struts is a web framework that let developers to apply the MVC pattern to their application, all the benefits of the MVC design pattern is inherited to the application.
On the other hand, Struts may not be suitable for small size projects or projects near-term deadlines as the time of learning Struts may be greater than building a system without Struts. While this may not be considered a drawback, the truth is that careful planning must be done before someone decides to use Struts to build a web application.
2.5 Java Server Faces
Man(2005, p.202), defines six phases of a JSF application lifecycle as seen in the following screenshot:
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Figure 2.6 - The JSF lifecycle. Retrieved from: (Developer07)

In the first phase, Restore View, the component tree of the JSP page requested by the user is retrieved and stored in the FacesContext equivalent to the ApplicationContext object of the Servlet API. In JSF, the component tree of a page is also referred as View. 

When a request comes to the JSF Servlet named “FaceServlet”, the request is processed and the “viewID” of the page that the request was sent is extracted. The “viewID”, is the name of the JSP page sent the request (e.g /hello.jsp).

When the viewID is retrieved the FaceServlet, looks in the Session object, to see if the View of the page, already exists. If it does not exist, then a new View is created, else the existed is being used. Therefore, when a request comes and the View of the page does not exist, (page requested for the first time by a user) JSF creates a new one.

An example, of a View of a JSP page can be seen in the following image.
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Figure 2.6 - A component tree of a sample “Hello.jsp” page. (Man, 2005, p. 62)

In figure 2.6, the UIViewRoot is the object that contains the view of the JSP page. The HtmlForm component, is the <h:form> tag that is converted to the html form tag when, the page is rendered. The HtmlInputText represents an input text field, the HtmlMessage, messages to be displayed to the user if any errors occur in the validation, the HtmlOutputLabel, defines a label, the HtmlOutputText represents a text to be displayed and the HtmlCommandButtons, as their name implies buttons of type “Submit”.

Note that in JSF, the controls of a View may be associated with event listeners, such as the following:

<h:commandButton id="redisplayCommand" type="submit" value="Redisplay"

                 actionListener="#{helloBean.addControls}"/>

In this phase, except from initializing a View, JSF also associates the controls with properties of a Backing bean or in the case of buttons with the methods representing their event listeners. This means that JSF creates and maintains a list of controls and their corresponding Backing bean’s properties or listeners, which will be processed at a later stage. At this point, the first phase of the JSF lifecycle finishes. Next stage is the Apply Request Values.

In the Apply Request Values phase, JSF maps the values of the request parameters to the components in the component tree. The request is send to the Servlet with the POST method. The parameters of the body of the request contain the names of the components (the “id” specified by the user during design of page), and the values entered by the user. The FacesServlet, receives the values, and invokes a converter. A converter in JSF is a Java class that converts the parameters values of the request, to the types of their corresponding properties of the Backing Bean(s). If any parameter values cannot be converted, then JSF creates error messages, and stores them in the FacesContext in order to be displayed in the last phase of the lifecycle. If all the conversions were successful, the values are stored in the components and the lifecycle moves on to the next phase.

The next phase of the lifecycle is the Process Validations. In this phase, JSF traverses the component tree and checks if any validation tags are associated with the components. The following listing shows one of the validator tags that the JSF framework contains.
<h:inputText id="helloInput" value="#{helloBean.numControls}"

             required="true">

<f:validateLongRange minimum="1" maximum="500"/>

</h:inputText>
The “helloInput” input component is associated with the validateLongRange JSF tag. As its name implies this tag, checks if the value entered by the user is between “1” and “500”. If the validation returns false, meaning the value entered by the user is not less than “1”, or greater than “500”, then an error message will be created and stored in the FacesContext. Next, JSF skips the next two phases, and advances to the last phase of the lifecycle, the Render Response phase, in order to display the error messages to the user. Note that in the Render Response phase any errors from the previous step, the Apply Request Values, will also be shown to the user. If there are no errors, the processing advances to the Update Model Values phase.

In the Update Model Values phase, JSF updates the values of the Backing bean(s) or any other JavaBeans associated with the components in the tree.

Remember, that in the Apply Request Values, the values entered by the user were just copied to the components in the View and not in the properties of the Backing Bean, which is what JSF performs in the Update Model phase. JSF looks at the associations (mappings) defined in the Restore View phase, between the components of the View and the properties of the Backing beans and stores the copies the value of the components to the actual properties they are mapped. All the values stored can be considered safe, as validations have been performed in the previous phase. When JSF finishes with the values, proceeds to the next phase, which is the Invoke application.

After values have been converted, validated and copied from the component tree to the JavaBeans properties, now the application’s business logic can be executed, meaning that in this stage the event handlers are invoked by JSF.

In the event handlers (Java methods) an application can access or change the State of the Model of the application, but also this is the phase where the navigation decisions will be taken. In JSF navigation rules, are configured in the faces-config.xml. 

The next and last stage in the JSF processing lifecycle is the Render Response stage. In this phase, JSF will send a response to the user that made the request. Also the state of the component tree will be saved in the Session of the user so that if the same page is requested again in the same session, the tree can be restored (Restore View). 
2.6 Apache Struts vs. JavaServer Faces
In JSF, view components such as buttons or list boxes, can be associated with a specific event which is fired when their status changes.

Struts do not work this way. Clicking a button within an HTML form results on the browser to populate the values from all the controls and send a request object to a Servlet. 

To make this clearer, consider the following case, where a JSP page adds two numbers and displays the result to the user. The JSP page, contains two text input fields and a button with the value “Add Numbers”. The user should enter values in the text fields and click the “Add” button.

In Struts when the “Add” button is clicked, an ActionForm will be populated with the values of the field and will be sent to the corresponding Action class. Then in the Action, the values will be retrieved and will be added. The result will be stored in the request object or in the session, and the JSP page will be invoked. The browser will need to render the page and create the text fields and the button again.

However, JSF works differently. To implement this functionality in JSF the developer would have to create only a JavaBean with getter/setter methods and a method to add the values entered by the user. Then he/she would have to declare this JavaBean in an XML file named “faces-config.xml”, the equivalent of the struts-config.xml in Struts.
Therefore, it seems that a developer in Struts will need to do more things in order to implement this small application. In Struts, one will need first to create an ActionForm, then an Action Class, and amend the struts-config.xml.

However, a developer might claim that there is no need to create an ActionForm to store the values of the input fields in the JSP page, but use a DynaActionForm (see section 2.5.2). In this case, the number of tasks will be the same but it is very likely that JSF will respond faster, as the component tree will be stored in session and there will be no need for recreation of the JSP page’s components.
Declaring a JavaBean to faces-config.xml, in JSF means that when the JSP page is rendered the JavaBean would be stored in the session scope of the application. Therefore, when the user opens the page, the JavaBean would be in the session scope already. By entering the two values and clicking the “Add” button, the Javabean’s properties would be initialized with the values, and then the method that adds the two values would be executed (assuming the button was associated with an event listener). 
Therefore it can be said, that JSF would perform faster, the task of adding the two values, because if the application runs for a second time, there would be no need for any kind of initialisation. The component tree of the JSP page would be in the session, the “Add” button would be associated with the “addNumbers” method in the FacesContext, so the only thing that will change is the values of the two components in the Component tree. 

In Struts, the whole process described above needs to be restarted again, meaning that the ActionForm and the Action need to be initialised again and when the response is sent to the user, the browser needs to reconstruct the JSP page.
In JSF when the response is sent to the page the controls of the JSP page will not be recreated. During rendering, the browser will just create the page from a hidden text in the page. The component tree is sent to the server and sent back to the browser as a hidden data from which the original GUI is recreated.
Generally, Struts and JSF are different frameworks following a different philosophy on developing web applications. Struts tights to the MVC design pattern more then JSF and to the traditional page-level technology. JSF follows the event-driven approach where components of a JSP page can be associated with event listeners.

The author believes that both frameworks help lot developers to build their web applications and that are equally important and useful. Craig McClanahan, who is also a leader architect on the JSF framework, in his personal blog (MCCBlog) states that the JSF framework was not created in order to replace Struts but to help developers using Struts to create the View layer more easily as the tags defined by Struts are considered inferior than the ones of JSF. Also encourages developers to migrate towards JSF components instead of using Struts tags.
However, many programmers believe that JSF will replace Struts in the near future, even if today Struts is considerably more popular than JSF. One of the reasons they believe that is because JSF is governed by JSR and will be part of the J2EE spec and thus will become the standard.
A comparison between the features of Struts and JSF from the OneInfoPlace (OneInfoPlace, 2007) website can be found in the Appendices.

2.7 The Java Persistence API
2.7.1 Overview
This section will introduce the Java Persistence API framework. JPA used by the author in the implementation of the new milestones monitoring system as the framework to interact with the database. Interacting with a  database can be perfomed in two ways in a web application, by using raw SQL statements using Façade classes, or use an ORM framework like Hibernate, TopLink and JPA.

In this application JPA, was used, as it was a requirement specified by the client of this project. In addition, the rest of the existing subsystems of SUMS, are being implemented in JPA, so it would not be good to use another framework, as there would probably be inconsistencies when integrating the implemented system, with the rest of SUMS.
2.7.2 Introduction to JPA

The Java Persistence API, part of the Java Enterprise Edition 5 (Java EE 5) Enterprise Java Beans (EJB) 3.0 specification, is an Object Relational Mapping (ORM) framework that acts as an intermediate component between a Java application and its database. In a nutshell, object relational/mapping is the automated (and transparent) persistence of objects in a Java application to the tables in a relational database, using metadata that describes the mapping between the objects and the database. (Bauer, King 2007)

ORM frameworks like Hibernate(Hibernate, 2007) and TopLink (TopLink, 2007) were created in order to make the interaction between the application and the database easier. Before any ORM frameworks come to the application development scene, there was only a way for an application to interact with the database, and that was the JDBC (Java Database Connectivity) API. Though in small to medium applications the use of JDBC may be sufficient to cover the need of an application to communicate and interact with the database, in large applications JBDC is insufficient. 

JDBC works with tabular row and column data rather than with Java objects so that a considerable amount of work has to be spent to convert data back and forth. (Heider,Gorler & Reisbich, 2006, p. 03) The conversion of data to Java objects is not something that can be avoided as Java objects belong on an object-oriented environment while tabular data to a relational environment and here is exactly where an ORM framework is used, to act as mediators between the two environments.
Additionally, JPA introduced an object query language named JPQL (Java Persistence Query Language) where unlike traditional SQL queries that use names of database Tables or columns, JPQL queries are object oriented, meaning that entities of the application Model are queried rather than any database tables.
Any web application that uses the Java Persistence API relies on the use of the “EntityManager”. In a web application, the EntityManager is the interface between the application and the relational database of the application. 

This next section, introduces the EntityManager object with some common methods of it used in the development of the PUMS Monitoring sub-system.
2.7.3 Entities and JPA Annotations

In the ORM world Java, objects that map to a table in a database can also be called Entities. An entity is a simple Plain Old Java Object (POJO), which does not have to implement any interface or extend any particular class.

The only job of an Entity is to represent exactly the database table and its columns so that it can be used in the application as objects.

However, to distinguish an Entity from other regular Java Objects that do not map to a database table special meta-data has to be used. These meta-data are called Annotations. An annotation is a simple, expressive means of decorating Java source code with metadata that is compiled into the corresponding Java class files for interpretation at runtime by a JPA persistence provider to manage JPA behaviour. (Oracle, 2006)

Annotations are defined during the design time of an Entity to map database table names with the name of the class, the columns of the Tables into properties of the Entity but also to define more characteristics of a table such as its primary key, data types of columns and relationships with the other tables in the database.

For example to declare a Java class as an Entity that can be used by JPA, the @Entity annotation is used.
@Entity

public class Milestones implements serializable{

…..

}

However, this is not enough for JPA to be able to convert a row from the Milestones Table into an Entity. Therefore, more annotations will be needed in the Milestones class.
The next important annotation is the @Table annotation, which specifies the name of the Table that the Milestones class maps to.

@Entity

@Table(name = "milestones")

public class Milestones implements serializable{

………….

}

Now that the Table name has been specified, the columns of the table need to be mapped into the properties of the class. The @Column annotation serves that purpose.

@Entity

@Table(name = "milestones")

public class Milestones implements serializable{

@Id


@Column(name=MILESTONE_ID, nullable = false)


private Integer milestone_id;


………….

}

In the @Column annotation not only the name of the column can be specified but
also attributes such as the default value of the column, its uniqueness(Boolean) ,length and more.

In the example above, the field milestone_id has also been declared as the Primary Key of the class by using the @Id annotation.

For Entities that have relationships with other entities, JPA provide the following annotations:

@OneToOne - for 1-1 relationships

@ManyToOne - for N-1 relationsips

@OneToMany - for 1-N relationships

@ManyToMany - for N-M relationsips
2.7.4 The EntityManager object 

The basic concept that lies behind the EntityManager is the Persistence Context.

In the Java Persistence API (JPA), a persistent context is a set of managed instances (Java objects) that are under the control of a particular instance of an EntityManager. In an application that uses JPA, the EntityManager manages only entities in the persistent context. This means that any change in the state of a managed entity is detected, and the EM, will reflect those changes to the database.

To make this clearer, it would be better to introduce the states of an object in an application that uses JPA.

a) Transient State.
The EM does not manage objects in the transient state. An object is in the transient state immediately after it has been created with the new operator. For example, the following line of Java code generates a transient object.

SomeType a = new SomeClass();

Object ‘a’ is transient mean that there is no corresponding row for that object in the database and its lifespan ends until no other object holds a reference to ‘a’.

In addition, objects referenced by other transient instances are considered transient as well.

b) Persistent State

Objects in the persistence state, have a representation in the Database (a row in a table) and the EM is managing them. Copies of persistent objects are contained in the persistent context of the EM. A transient object programmatically can transit to the persistent state using the following ways:
1) By holding a reference to another persistent object.

Object a = someClass.returnPersistentInstance();

2) By calling a particular method of the persistence API.

 Object a = EntityManager.persist(a);

3) By executing an SQL statement that retrieves a row from the Database and maps its values to the properties of an object.

      Object a = EntityManager.createNativeQuery(“select a from Table A”).getSingleResult();

The difference between a persistent instance and an instance in the transient state is that any changes in the first will be synchronized with the database when the unit of work completes where in the latter the EM knows nothing about, not even its existence.
c) Detached State
JPA considers instances in detached state when the unit of work completes, or the EM has been closed. The application still holds a reference to the detached instance and modifications can be done to it. A detached instance can be made persistent again only by passing it as a parameter to one of the EM’s methods named merge().

EntityManager.merge(a)
2.7.5 EntityManager Types 
In a J2EE environment, there are two types of EntityManager, the Container-managed EM, and the Application-Managed EM. As their names implies, the former, the container of a web application (e.g. TomCat), is responsible for opening and closing the EM, while in the latter the lifecycle of the EM depends is configured programmatically. Container managed EM, is commonly used in J2EE but it can be used in J2SE environments as well, but an application managed EM can be used only in J2SE environments.

2.7.6 Persistent Context Types 
There are two different types of Persistent Context with each one having different lifecycles, depending on the type of EM and the Java development environment used (J2EE or J2SE). These types are the transaction-scoped persistent context and the extended persistent context.

J2EE

The transaction-scoped persistent context of a Container-Managed EM closely relates with a lifetime of a transaction (JTA transaction). EM creates an empty persistent context as soon as a transaction begins, and then clears the persistent context immediately when the transaction commits.  EM is capable of using the same persistent context for many operations within the same transaction but always closes the persistent context when the transaction commits. If a new transaction begins then EM creates a new persistent context to manage the operations of the new transaction.
The lifetime of a transaction-scoped persistent context of an Application-Managed EM is tight to the EM’s lifespan. In this case the Persistence Context is created when the EM is created and closes when the EM’s close() method is called.
The extended persistence context in a Container-Managed EM can only be used with Stateful Session beans. A Session bean is an EJB Component, which is created from an EJB container, and its main purpose is to interact with a client.

Stateful session beans are components dedicated to one client and act as a server-side extension of that client (Monson-Haefel, 1999).
Stateful session beans are used to manage requests from a client but also to manage the client’s session, while stateless beans are transient. This means that stateless beans maintain no state between client’s requests. (See, Sun 2007b). In this case, the persistent context opens when the EntityManager is injected into a Java Bean or a conventional Servlet (or an Action if Struts used) and is kept open until it is closed by the Container when a particular method of a Session bean (remove()) completes.
For an Application Managed EM, Persistence Extended context means that a persistence context is created when the entity manager is retrieved (using EntityManagerFactory.createEntityManager (...)) and closed when the entity manager is closed. (Hibernate, 2007)
Entities that have been made persistent within a transaction remain persistent even if the transaction commits. An extended persistent context detaches the persistent entities only when the EM closes or when the persistent context clears (discussed later). 
J2SE
Applications using the J2SE environment can make use of only the Application-Managed EM with a transaction-scoped persistence. The EntityManager is retrieved programmatically as in the Application-Managed EM in J2EE through the EntityManagerFactory object. When EM is retrieved a persistent context is created and remains opened until the EM’s close() method executes. JTA transactions are not available. Any transactions used are called Resource-Local transactions.
2.7.7 EntityManager’s Basic Operations 
EM’s interface contains many methods that developers can use for different things such as persisting or detaching objects, retrieving instances from the database and many more. This section introduces four methods of the EM, which according to the author are the most significant, but they have also been used in the implementation of the Milestones system.
2.7.7.1 EntityManager’s - ‘persist()’ method
The persist() method as already  shown in the above section (see 2.5.1, b) is the method which makes an instance persistent. When the method executes a copy of the object passed to the parameter of the method, is added to the persistent context and from that time and on EM will be responsible for the object.

In a transaction-scoped persistence context, a transaction is required around the persist() method in order to execute. If no transaction is available, an error will be thrown (“javax.persistence.TransactionRequiredException”).  Using an application managed EM with a transaction-scoped persistent context, each of the four methods discussed in this section need to be nested inside an active transaction. A transaction is not required when an extended persistence context is used.
The object state is synchronized with the database when the commit() method of the transaction is executed. Listing 1.1, shows how the persist method within a transaction works.
Listing 1.1 - Making a transient instance persistence (Application-Managed EM)
EntityManager em = emf.CreateEntityManager();

em.getTransaction().begin();
Student newStudent = new Student(1);
em.persist(newStudent);
em.getTransaction().commit();

em.close();


In the first line an EntityManager object is created, through an EntityManagerFactory object and a new persistenct context is initialized and associated with the current EM. Then a transient instance of type Student is created within the scope of the transaction. If the transient object were created outside the scope of the transaction it would not mater. Then the persist() method of the EM is executed, and the newStudent object transits from the transient state to persistent state (a copy of it is stored in the context). This object now is under the control of the EM and any modification (even in this example there isn’t any) will be detected and synchronised with the database when the commit() statement executes.

EM detects modifications to a persistent object by comparing the values of the modified object with the snapshot of the object that exists in the persistent context. If changes are, detected EM synchronises the changes with the databases. It is important to mention here that if there is already a record in the database with the corresponding primary key (in our case 5) a ConstraintKeyViolation exception will be thrown.
2.7.7.2 EntityManager’s - ‘find()’ method
The find() method is used when the application needs to retrieve a single row from the database by using only the identifier value (Primary Key).
This method comes to replace any SQL queries like the following:
“select a from Table a where a_ID = someValue”

The find method’s signature takes as parameters an Object of type Class, and the primary key of the row that we want to retrieve from a table in the database.
Listing 1.2 - Making a transient instance persistence (Application-Managed EM)
EntityManager em = emf.CreateEntityManager();

em.getTransaction().begin();


Student student = em.find(Student.Class, new Long(5));

em.getTransaction().commit();

em.close();


When executed, it returns a managed entity, which can be modified in the current unit of work and then synchronized again with the database.

2.7.7.3 EntityManager’s - ‘merge()’ method
As it has already been mentioned section 2.5.1, a detached instance is an entity with a representation in the database and not managed by any EM. This is a common scenario in web applications, which use resource-local managers with transaction-scoped persistence. In this case a single object or a list of objects are retrieved within a scope of a transaction but because they are needed in other parts of the application, usually in the Controller component, they become detached as soon as they get outside the scope of the transaction(except from the case where the EM is not closed). Similar any objects retrieved outside of the scope of a transaction are immediately detached.

The merge method is the one, which re-attaches an object into an EM. In other words, the merge method makes detached instances persistent again. 

This method involved two entities the detached and the persistent version of the detached object. The detached instance is the one that is passed to the as parameter to the method and on the other hand the persisted instance is the one returned after the method finishes its execution.

While merging the JPA performs the following operations.

1) It checks whether the detached instance has a corresponding entity in the EM’s current persistent context.

2) If it does not, a managed entity is retrieved from the database and stored in the persistent context.

3) Then JPA copies the state of the detached instance to the persistent context replacing the state of the managed object and flushes the context when the transaction’s commit runs.

4) On the other hand, if JPA does not find a representation in the database of the detached instance, it copies the detached instance to the context (re-attachment) and on the next flush, inserts a new row to the database.
Listing 1.3 - Making a detached instance persistent (Application-Managed EM)
EntityManager em = emf.CreateEntityManager();

em.getTransaction().begin();
Student student = em.persist(Student);

em.getTransaction().commit();

em.close();
2.7.7.4 EntityManager’s - ‘remove()’ method
The remove method as its name implies allows an entity’s representation in the database to be removed. As most of the methods discussed so far, remove needs to be within a transaction-scoped persistent context. 
It should be mentioned that the remove method removes only instances in the persistent state, which should also be managed by the EM’s current transaction.

If the entity to be removed is detached or transient an exception will be thrown, so what needs to be done before an entity is passed to the remove method is to transit its stated to persistent state. A common way for this is, within a transaction to fetch the entity’s representation from the database using the find() method, and then pass the managed instance as a parameter to the remove method.

Listing 1.4 - Making a persistence instance transient(Application-Managed EM)

EntityManager em = emf.CreateEntityManager();

em.getTransaction().begin();
Student student = em.find(Student.Class, new Long(5));

em.remove(Student);

em.getTransaction().commit();

em.close();


2.7.8  Java Persistence Query Language
JPA provides a rich set of methods that can be used for data retrieval from a database system. One of these methods is the find() method which has been described in section 2.5.4.2, p 17, and is used for primary key retrieval.
However, there will be many occasions in the development process of the Business layer of an application where objects need to be retrieved from the database based on some criteria.

This section introduces the main feature of the JPA query language and the basic class named ‘Query’ that is used for object retrieval.

2.7.8.1 Basic JPQL Queries
Almost all of the basic queries in JPA implement the logic of querying the entities in the persistence domain of an application rather database tables.

This means that a typical select SQL statement such as the following

“select all from Milestones;”
In JPQL would be expressed as:

“select milestones from Milestones m;”

When JPA interprets this statement, it converts it to the SQL version as shown before and queries the relational database system. Aliases are also used as shown in the example, in order to distinguish columns with the same name when joins are used (shown below)

Restrictions can also be used in JPQL queries where all instances of a class ( or in SQL jargon, all rows from a table) are not desired.

“select milestones m from Milestones

join UnitMilestones um

where m.milestoneId == um.milestoneId;”

For example, if is required to restrict the results to all Milestone objects with a given id (which is also the primary key column), the statement needs to change as in the following SQL query:

“select milestones from Milestones m where m.Id = ‘Active’;

However retrieving an object using this query is not recommended as the find() method does exactly the same job and no casting to the returned instances is required. 

Restriction does not apply only to SELECT statements but also to INSERT and UPDATE.
2.7.8.2 Creating Queries
In JPQL, the major interface that can be used in the construction of queries is the javax.persistence.Query interface. The basic philosophy of this interface is that queries are built by using the Query object.

By using this object, three kinds of queries can be built:

1. Native SQL queries

2. Queries with binding parameters

3. Named Queries

Named Queries, are static queries defined during design time in a class definition using the @NamedQuery annotation. In this annotation, the query string is specified in JPQL syntax with the name of the query. A class definition supports multiple queries to be defined but they need to be placed inside a @NamedQueries annotation. It is important to mention, that Named queries are global which means that they can be accessed by any class of the Controller and the Model layers as long as the appropriate imports are inserted in that class.

Named Queries can also be dynamic, which means that bind variables can be used in inside the query string. This can be done, by using one of the methods of the interface of the Query class, names setParameters() method.

Once the parameters have been set, the query will be issued to the database, by calling one of the two available methods for this task. The methods are the getSingleResult() and the getResultList(); 
As their name implies the first is used when a single object from the database is expected and the latter when multiple objects are expected to be returned by the query.
The query is converted to an SQL query by a JPA class named SQLConverter and issued to the database.
The Query class supports another one method for creating queries which is the createNativeQuery() method. This method executes a native SQL query and returns a result set of the same type of the object that was passed as a parameter.
2.7.9 Summary
In this chapter, the reader had the chance to learn about the Model-View-Controller design pattern, how this pattern is can be applied in a web application by using the Jakarta Apache Struts framework. In addition, the JavaServer Faces was discussed and compared with Struts. 
Struts follow a traditional page-level web development, tight to processing an HTTP request, and perform actions defined by the developer, while JSF follows an event-driven approach, where user gestures are interpreted by the framework as events.
The comparison showed that a small application is JSF can be developed faster than Struts. In terms of performance, JSF seem to be faster than Struts as there is no initialisation of Java Classes, when a user accesses a page for a second time within a session. In addition, within a session, in JSF the components of a JSP page do not need to be rendered by the browser if the users access the same page. However, Apache Struts, which happens to be more popular than JSF, was the framework used, in the implementation of the milestones monitoring system die to the fact that the other sub-systems of SUMS, are being implement with Struts.
Finishing with the frameworks that can be used for organising a web application in the MVC style, the Java Persistence API was discussed. JPA, is and Object Relational-Mapping framework used in the Model of an application. Its main purpose is to let developers concentrate more on the View and Controller, rather than spending time on writing complex raw SQL queries. JPA was used in the new system for the same reason that Struts was chosen. JPA is the main persistence framework used in the implementation of SUMS. 
Having introduced the design pattern and the technologies used the reader cab proceed to the Design Chapter.
3. Analysis and Design
Having studied the two Frameworks, Java Persistence API and Apache Struts v.1.2.x, the time to examine the existing system (PUMS) and define the requirements for the new system to be developed came. 
The review of the existing system took place during interviews arranged between the project developer and the supervisor of this project Dr. Jim Briggs that also happens to be the Administrator of PUMS, but also in meetings with Dr. Penny Hart, Project Coordinator of the Undergraduate projects.
In addition, both of them being users of the existing system defined the requirements of the system to be implemented.

This chapter introduces partially the existing system, defines the new requirements and a description of how the design of the system was implemented.
3.1 The existing Project Milestones monitoring system
The existing system was built using the Perl language and CGI technology.

Features of the existing system are:

1. Setting up milestones for all students in a chosen Cohort

2. Setting up individual milestones

3. Add missing milestones for those student who are missing some

4. Activate Existing Milestones

5. Associates milestones report for individual students

6. Recording of milestones met or not-met for individual students or for students of a chosen Cohort;

7. Sending Summary/Statistics to Supervisors about milestone achievement of their supervisees 

8. Calculation of penalties associated with missed milestones.

9. Undo functionality

It defines four categories of users (or roles) that have privileges to access the system:

1. Administrator

2. Unit Coordinator

3. Supervisor

4. Superuser

5. Student

As in any system that defines roles in the users that will be accessing it, PUMS has also implemented this logic. Users (usually one) with the administrator role have access to every aspect of the system. Users that were given the role of Unit Coordinator have also the privileges to access any of the features defined.

Restrictions though apply to the Supervisor and Student roles.

Supervisors are allowed to only updating milestones that have been met or not by their supervisees while Students are able only to view a report of the milestones that met.
3.2 Requirements
One of the most significant tasks on designing a new system is gathering requirements for that system. Requirements gathering are important so that a developer after identifying all the requirements of a system can begin to design that system. Also developing a new system that would improve the functionalities of an existing system, a study of the existing system needed to be done first. Studying the existing system makes a developer to gain a clear understanding of how the existing system works which is also important, as functionalities of the existing system may need to be copied to the new system.
3.2.1 Requirements Gathering Techniques
According to Bennet, McRobb, & Farmer (1999, p. 99) there are four main requirements gathering techniques used by analysts to investigate requirements. 
1. Background Reading 
2. Interviewing
3. Observation 
4. Questionnaires 
The requirements gathering techniques used for this project was interviewing some of the users of the existing system and partial observation. The main purpose of the interviews was to gain an understanding of how the existing system works and identify the requirements of the new system to be developed.
Observation took place during interview sessions where the interviewees were asked to clarify some requirements gathered from an interview.
Background reading was not possible as there were no official reports or statistics of the existing system to study. In addition, the author chose to use no questionnaires because interviews and partial observation proved enough to document the requirements of the new system.
After analyzing the existing system and discussing it with the client, decided that the new system should keep some of the existing features but certainly new ones had to be added.
It was decided that the new system would have to provide the following functionalities as shown in section
3.3 Requirements Analysis
After the requirements were gathered, it was time to prioritise them. The author believes that, prioritisation of the requirements is one of the key steps in any software development project, as there is always a risk that the time may not proved enough to finish every feature before the deadline. Aurum & Wohlin (2002, p. 72), describe that requirements can be prioritised by considering many different aspects such as importance, penalty, cost, time and risk.
For this project, the developer decided that requirements that are most important to the system should be implemented first. Important requirements are considered to represent the backbone of the new sub-system and before implementing those, no other additional features could be added to the system.
In addition, important requirements are usually the ones with the most work to be done, and it was considered a good decision to do the hard work at the begging.
3.3.1 Functional Requirements
Functional Requirements, describe what a system does or is expected to do (Bennet et. al. , p.99). The new Project Milestones Monitoring system should provide the following functionalities.
1)  Setting up milestones for each Cohort
One of the most significant requirements that already exist in PUMS and the new system had to have. The roles allowed to set up milestones for a Cohort remain the same. As in the current system, only Administrators and Unit Coordinators will be allowed to set up a milestone.
To set up a milestone a user should provide the following information: 

1) Date in which the milestone becomes live, means for Supervisors that this milestone can be reported on the date specified and for Students that they should be able to view the state of this milestone on the date specified.

2) Date in which the milestone becomes inactive.

3) Units that this milestone applies to. Different Project Units usually have different milestones but there will be some cases where a particular milestone might fit for more than one Project Unit. For example, an introductory project lecture at the beginning of an academic year may apply to both Engineering and Study Projects. In this case, a milestone can be set to apply to both units, instead of creating two milestones with the same attributes but different units.

4) Milestone Description. This can be also be define as the name of the milestone (e.g. Attend Project Lecture A1/ First meeting with supervisor/Project specification agreed)

5) Lowest role to update the Milestone. Here is where roles allowed to interact with a milestone are set. 
6) File Attachment (new). If a milestone is associated with an attachment, here is where the user specifies the type of the attachment (discussed later)

7) Maximum size of Attachment.

2) Edit Milestones 

This is an important requirement that the new system should meet. The existing Project Milestones Monitoring system does not provide this functionality. If one wishes to update or delete an existing milestone he/she has to open the text file that Milestones are saved in and edit or delete the milestone by hand.

3) Associate File Attachment with particular milestones

The existing system does not enable users to upload a file attachment.

Some milestones, for example, Agree Report Structure, Agree Project Specification or Progress Report correlate with a file and it would be better if the Students could upload that file. 

The system should enable Students by logging into their accounts to upload a file to the database. Furthermore, the new system should notify Supervisors when their supervisees upload a file and allow Supervisors to open the uploaded file and then respond to their supervisees.
A Supervisor’s response may either be to report the Milestone as “Completed” if he agrees with the contents of the file, or upload a new file with comments concerning the work of the student. In the latter case, students should be able to download the file sent by the supervisors.
The system should also prohibit Students uploading a file many times in order avoid filling the database unnecessary files and to avoid unnecessary traffic to the database. The rule decided is to allow Students to upload only three times a file and then restrict any uploading until their Supervisor replies. Once they downloaded the attachment sent by their Supervisor, again Students are allowed to upload a file only three times and so on. Notice that if a Supervisor reports a Milestone as “Completed” the system will not allow a student to upload a file for this milestone again. The same if a Milestone is overdue.
Additional requirements for the File Attachment are:
a) Date time at which student uploaded the report

b) Mark for the report
4) Bulk Update of Milestones for a selected Cohort

This functionality exists in the present system; however, it lacks a functionality, which makes it not very usable.
Currently, the Unit Coordinator selects the milestone from a list box and a report of students and their associated milestones status is displayed.

Listing 3.1 - Bulk Update Form
Selected Milestone: Agree Report Structure
	Nikolaos Fountas, 1924..
	Completed (Reported By Jim Briggs at 

12:20 on 09/07/2007)

	FirstName Last Name, 123…
	Checkbox Ctrl



	……………….
	……………….



If a student’s Milestone has been reported as “Completed” then the corresponding information is displayed as shown in the first row of the table in Figure 1, 1.  It says that Jim Briggs has reported the milestone Agree Report Structure for Student Nikolaos Fountas, at the shown date time.

The student in the second row does not have his milestone reported by his supervisor and in this case, a checkbox (selected).

The report may contain about one hundred students some of them having their milestone status set up by their supervisors or the Unit Coordinator and some of them Unreported. Now the problem lies in the case where the Unit Coordinator wants to update the state of lets say half of the students’ milestones. Around fifty “uncheck” clicks must be performed and that because there is no functionality like a Toggle button where the user could select all the student milestones or none. Therefore, the new system should provide a Toggle button where the user can select or deselect student milestones.
In addition, it was decided that a button that will hide the Completed records from the screen would be useful.
5) Supervisors should be able to update (individual or in bulk) Milestones of their supervisees.
Half of this functionality is implemented in the existing system. Supervisors can update milestones for each supervisee individual but not in bulk.
6) Supervisor should choose if a penalty should be applied or not.
Some milestones such as the “Agree project specification” milestones for the Undergraduate Projects are associated with a penalty mark if the student fails to meet those milestones. However, there might be occasions where the student has filled and Extenuating Circumstances Form (ECF) giving reason why he has failed to complete this milestone. In this case, the existing system does not enable users with permission to remove the penalty marks from a student milestone. In addition, reason must be given if a supervisor removes penalty marks.
3.3.2 Non-Functional Requirements
Non-functional requirements are those which describe aspects of the system that are concerned with how well it provides the functional requirements (Bennet et al., p. 99)
For the new system, the non-functional requirements are considered the speed of inserting, updating or retrieving data. The response speed can be considered as a significant requirement especially for the functional requirement number four. As stated from Dr. Penny Hart the Unit Coordinator for the Undergraduate Projects usually a typical bulk operation in the existing system involves more than one hundred records. Therefore, the new system should be built to response to user actions as soon as possible.
3.3.3 Usability
An important requirement that every application web or desktop should meet is to be usable. Usability is some general measure of a user’s experience when interacting with a web site. Usable web applications are usually those, which enable users to interact with the site quickly, easily and in a pleasant way
The system to be developed will have to follow some usability guidelines such as those defined by Nielsen (2000), by the Information Services & Technology department of the Massachusetts Institute of Technology, (MIT, n.d), or those specified by the Web Communications Division of the U.S. Department of Health and Human Services’ Office (UsabilityGov, 2007).
Usability guidelines provided by Nielson (2000) are more based upon his experience on evaluating web sites for usability,  and the information he provides on his web site are not a complete reference to usability guidelines but an outline of usability guidelines he wrote on some of his books or in some of his report. For more information on the guidelines he introduces on his website, one needs to buy his books or reports.
The Information Services & Technology department of the MIT web site provides, a list of usability guidelines larger than of Nielsen’s, however the guidelines are written by students of the Institute and there is no evidence justifying why a particular guideline is useful to a web designer. 
The Human Service’s Office usability guidelines, at the time writing this report, was the most complete and comprehensive source of guidelines, as they provided for downloading an entire guidelines book in “.pdf” format having more than 240 pages of instructions, guidelines and examples.
However, not all the guidelines described in the electronic book had to be followed as most of them are appropriate for typical websites that will go live on the Internet for commercial access. In contrast, most parts of the new subsystem will be accessible only by a particular target group in the University of Portsmouth 
Target Group:

Typical users of the existing system and therefore of the new one to be developed, fall into two categories; the members of staff of the University of Portsmouth and students. The age of the members of staff is mostly between 40 and 60 years old, while most of the students (undergraduates) start from 20 year old. Of course, there are cases where users of the system would not fall into these groups. 

Aim of the first category of users, is to set up milestones, and view reports while users of the second aim to view a report of the statuses of their individual milestones and upload files.

Generally, users of the system are experienced Internet users and they do not need to consume much time in order to complete their tasks. However the new system should be designed to ensure members of staff, would not consume lot of time to complete a task, as they might be busy or tired. It is believed that member of staff would use the system at the end of their day in work, when they will probably feeling exhausted.
Guidelines (UsabilityGov, 2007) for the new prototype according to target group’s characteristics:

a. Do not display Unsolicited Windows and Graphics.
It was decided not to use any pop-ups in the new system as this might distract the users or annoys them, as probably most of them would have the Block-pops feature of their browser enable. Nowadays, Internet Explorer 6 and Firefox, the most popular browsers used by the target group of the system, automatically block pop-ups.
b. Standardize Task Sequences
Lists of “items” (milestones, students etc.) will be common in the new system. Almost all the major components of the web pages would be represented as lists. The system should be designed to allow users to perform selection of multiple/individual items in the lists using checkboxes in consistency.
c. Design for Common Browsers
The system will have to be designed, developed and tested for Internet Explorer 5/6 and Firefox 1.x/2.x
d. Differentiate and Group Navigation Elements 
A common navigational scheme needs to be developed for the prototype, which will be visible and make users to understand the structure of the web site. In addition, the web site will use different navigation schemes so that users can understand their meaning and destination. It was decided the main navigation scheme to constitute of drop down menus and display exit points from a page a links on the top of the page to improve their visibility to the user.

e. Highlight Critical Data
It was decided to highlight the Headings of the pages, as they provide feedback on Users’ Location.
f. Do Not Limit Viewable List Box Options
Wherever it is possible, list boxes, which show options as open-list, should have an adequate size (height) to reduce as possible the need for scrolling which is time-consuming. 
g. Minimize the Number of Clicks or Pages

Completion of tasks should be done as fast as possible for the target group defined.
3.4 Analysis and Design Approach
Using Java, an object-oriented language for the implementation of the prototype, it looked logical that an object oriented analysis and design would be followed rather than a structured approach. 

Also, Bennet et. al (1999, p.450) states that in general, structure oriented methodologies remain tied to methodologies such as the traditional Waterfall method, where moving to the next phase of the development process requires the previous phase to be perfectly completed.

Therefore, in a structured methodology moving from the requirements gathering phase can only happen when a developer is confident that all the requirements have been elicited. While this might produce a stable system, it is almost certain that during development iterations would certainly be needed to different phases and it was certain that the implementation of the new Project Milestones system would not be an exemption to that.

Object-oriented analysis and design (OOAD) is a software engineering approach that models a system as a group of interacting objects (Wikipedia, 2007). Usually in OOAD, interactions between objects are represented by notation languages such as the Unified Model Language.

The Unified Modelling Language (UML) is a language for specifying, visualizing, constructing, and documenting the artefacts of software systems, as well as for business modelling and other non-software systems (UML2Spec, 2007).

UML is a unified version of three of the most popular object-oriented modelling methods emerged in the early 90s. These were Booch’s method, which was suitable for Object Oriented Development, the OMT (Object Modelling Technique) most suitable to Object Oriented Analysis and Jacobson’s OOSE. 

In 1996, all of them came to work for a company named Rational Software Corporation and combined their methodologies to come with the Unified Method. UML was adopted in 1997 as a standard by the OMG (Object Management Group, an industry standards body).

The latest version of UML (UML2Spec, 2007) introduces thirteen types of diagrams, which can be classified in three categories: Structure, Behaviour and Interaction.

For the new system, Class diagrams from the Structure category and Use Case diagrams was decided to created as they are generally considered the most important but also those two would significantly help in the implementation phase.

In addition to the UML diagrams, the author chose to create another two diagrams named Content Requirements Architecture and Site Architecture used mostly by web site architects on the design process. The former reflects the data that will be included on the web pages of the new system and the latter as its name implies the site’s Architecture.

Note that the UML diagrams presented in this Chapter was not implemented in one phase but they were enhanced through iterations during the design and the implementation phases.
3.5 Use Cases
Use case diagrams and use case descriptions are extremely useful UML outputs.  They are easy to understand and the use case descriptions describe in plain English what the application will actually do. 

Use case descriptions provide a description of the interaction between the users of the system, which in Use case diagrams are called Actors, and the high level functions with in the system, the Use cases. Formal definitions of the notation of a use case diagram are given below (Scott, 2006):

1. Use cases: A use case describes a sequence of actions that provide something of measurable value to an actor and is drawn as a horizontal ellipse. 

2. Actors:  An actor is a person, organization, or external system that plays a role in one or more interactions with your system. Actors are drawn as stick figures. 

3. Associations: Associations between actors and use cases are indicated in use case diagrams by solid lines. An association exists whenever an actor is involved with an interaction described by a use case. 

Use case diagrams and description can be shown to users of the system or to clients to check the requirements.  Developers also can use them when they design the application to ensure that it does what it is expected. 

The User case diagrams, which reflect the functional requirements of the new Project Milestones Monitoring system, are shown in Appendix B. A sample Use Case, replicated from the Appendices is shown below.
For Administrator and Unit Coordinator

1 Use Case #1
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	Use Cases Description:

	Login User

Everyone can view the login page, which is the start page of the application.

The Login page contains three Login sections: Unit Coordinator, Supervisor and Student sections. If login successful the Main Page is shown else return user to login page.

	View Main Page

A general page to welcome a user. It is the first page the application displays after a successful login.

This page will contain a top navigation bar with three drop down menus

The first menu selects the Cohort, the second selects Units and the third one, one of following pages: Milestones, Activate Milestones, Milestones Bulk Update

	Logoff

Clicking Log off on the Main Page will return the user to the home page


3.6 Proposed Solution
First of all the new Project Milestones Monitoring system had to be implemented using the Model View Controller (MVC)/JSP Model 2 design pattern.(see, Chapter 2, section 2.2). That was not chosen by the developer but it was a “de-facto” requirement as it is for any sub-system of the SUMS. However it seems to be the most suitable design pattern for this kind of system.
MVC separates the business logic from the View, which results in a maintainable web application. In addition, MVC seems to fit perfect in a medium to large system such as the one to be implemented and that because it was certain that the business layer of the application would be large. Without a clear separation between the layers, the task of debugging the application would be very time-consuming, something that was not desirable as the time to complete the artefact was a major constraint.

In addition, the new Project Milestones Monitoring system will represent a subsystem of SUMS and the whole system. For this reason, having built the subsystem in MVC style, individual components of the implementation can be integrated to the whole system independently. So any thought of not using the MVC pattern would be proved wrong later in the implementation phase.
Having finished with the requirements elicitation and analysis it was time to decide on solution.

First, it was decided that the new system should be divided in three components by considering the roles that will be using the system. Therefore, the system was divided into the:

3 Unit-Coordinator Component

4 Supervisors Component

5 Student Component
For the first component, four JSP pages will be used. However many of them will be re-used for similar tasks, For example, the tasks of adding and editing a milestone will be performed in the same JSP page. The appropriate contents of the page ot be displayed to the user will be chosen using JSTL tags. Therefore, for this component there will be one JSP page for adding/editing a milestone, one for displaying a list of milestones according to a selected Cohort from the navigation menu, one JSP page for updating in bulk student milestones and one for Activating Milestones. It is assumed that each component of a JSP page would send data to separate Struts Actions.

The second component will consist of two JSP pages. One for displaying a list with Active milestones and a list of supervisees and the other one will display information about the selected milestones or students from the previous page.

Same here, the appropriate components will be chosen by the browser according to the output of JSTL ‘IF’ tags and each component will map to separate Struts Action classes.

The third component, which is the simplest of all, will consist of one JSP page displaying a list of milestones associated with the student and a facility to enable that student to upload a file.

Re-using some JSP pages or components of the system to be developed is definitely needed. The View layer becomes more maintainable but also saves time in the development process. In addition, components can be re-used in other web applications if designed correctly.
The web application will interact with a single database schema, which will be provided by Dr. Jim Briggs. This schema represents the backbone of the whole SUMS system and for the new system needs new tables will be appended.

The database management system and the Integrated Development environment to be used should be free of charge as there was not budget for this project. 
3.7 Application’s Content Requirements
Having finished with the database design, the next step was to decide upon the contents of the new Project Milestones Monitoring system, in other words what data the system should display to the user. For that purpose, Content Maps (or else mind maps) decided to be used.

A content map outlines briefly the content and features of a web site but also gives some indication of how these two might relate. Its main purpose is to indicate to the client a “prototype” of the contents of the application.

Figure 3.1, displays the content map of the application.
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Figure 3.1 - Content Map of the new sub-system.

The content map Figure 3.1 shows the main sections of the application to be built combined with the data to be included. The four circles constitute the main sections of the web site. It was decided to have as an entry point to the site a simple login page from which the user could login to any of the three sections (Unit Coordinator, Supervisor, and Student). 

However, in reality the system should not follow that design, as for testing purposes it was designed as a whole application on its own. When the system would merge with the other subsystems of SUMS, then the starting point would be the Home Page of SUMS. 
The Unit Coordinator section will be divided in three subsections, Activate Milestones, Milestones Bulk Update and Milestones. In the latter, a list of milestones will be displayed and the user would be able to update, edit, delete and view Milestones. Information about milestones would be the Start Date (Date milestone becomes live), End Date (date becomes overdue), a description of the milestone and its status (Active, not Active)
The next section would be the section where the Supervisors will be able to report milestones for their supervisees. In this section, a list of milestones would be displayed where the user can select a milestone, see a report of that milestone for all his /her supervisees, and update the report. In addition, there will be another section where Supervisors can select a Supervisee and see a report for all the milestones associated with that student and update as well.

The student section will display data to the Student regarding his associated milestones. In addition, a student in that section would be able to upload a file.

3.8 Site Architecture Diagram
Finishing with the Content map, the next task was to create a Site Architecture diagram that would reflect the system’s Architecture in terms of conceptual relationships such as interactions, dependencies or sequences. Rosenfield and Morville (2002, p. 272) define Site Architecture Diagrams as “…high-level Blueprints which are used to show the relationship between pages and other components, and can be used to portray organisation, navigation and labelling systems.”
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Figure 3.2 - Site Architecture Diagram of the new Project Milestones Monitoring system.

[image: image11.png]Relationship
vetween Pages

Page

Group of similar
Components




Figure 3.3 - Site Architecture Diagram Keys.

From a Site Architecture diagram, one can deduce the path that a user will follow in order to complete a task. This information is helpful when the designer needs to calculate the number of levels that a user should visit in order to perform a task and additionally the number of clicks can be calculated by following a path.

As can be seen in Figure 3.2, the system will be divided in three main sections, the Supervisors section, the Unit Coordinator and Student section, which are represented as Pages in the Architecture diagram. 

The Supervisor section constitutes of two Levels (1, 2). Level 1, includes the Supervisor Page with two components: a List of Milestones and a List of Supervisees. The former leads to a page in Level 2, where a list of supervisees will be displayed, while the latter leads to page (Level 2) where a list of Milestones is displayed. Users can update the status of selected Milestones and return to the page in Level 1. Same for the List of Supervisees component, users can update milestones that correspond to selected supervisees and return to the previous page.

In the Unit Coordinator case, a user in Level 1 can navigate to three pages to Level 2, Milestones, Activate Milestones and Milestones Bulk Update. The Milestones page can lead a user to Level 3 by selecting a milestone to View, Update. Not that deletion of a Milestone happens in Level 2.
The Activate Milestones page in Level 2 will have a list of Milestones where user would be able to activate or deactivate a milestone.
The bulk update of Milestones can occur in Level 2, where a page will show a list of student milestones to enable the Unit Coordinator to update whichever milestones needs. 

Finally, the Student Page will show a list of milestones associated with the student and particular milestones will enable the user to upload a file if required.
The “3-Click-Rule” Rule
In the new system, it was decided that a user should click no more than three times where it was possible in order to reach his goal. This decision follows one of the well-known patterns in web design named as the “3-Click-Rule”. The principle [of the “3-Click-Rule”] is that it should take no more than 3 clicks to access any feature, content or each logical step in a process (UsabilityByDesign, 2004). It is believed that, if users can not find what they're looking for within three clicks, it is likely that they will get frustrated and leave the site.

However recent studies shown that the reason behind users getting frustrated and leaving the site is not the number of times they clicked to find information or complete a task but whether they finally managed to find information or not.
A team from the User Interface Engineering web site (www.uie.com) made a study (Porter, 2007) to see if the “3-Click-Rule” really correlates with the satisfaction of users. In their experiment, they set up 620 tasks where each task might needed more than three clicks to complete and at the end of each task, they asked users to rate how satisfied they were with the site for that task.
The results proved that there is no major correlation between user satisfaction and the “3-Click-Rule”. As can be seen in the following diagram
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Diagram 3.4 - Adapted from (Porter, 2007)
The percentage of users not satisfied who clicked 3 to 6 times (55% - 60%) was almost equal to the percentage of users who clicked 12 times or more (around 50%).  Thus, one can say that fewer clicks do not make users more satisfied.

Nevertheless, the “3-Click-Rule” decided to be used in the design of the subsystem, as it definitely results in fewer application levels and in a simple and effective navigation system, which definitely makes users satisfied.
3.9 Database Design
Having worked out a solution for the new system was decided that the database behind the application should be designed.
It should be noted that the final design of the database did not take place in one process but it was evolving during the implementation phase of this project. However, for clarity reasons it is presented here as it was implemented in one phase.

Because the system would integrate with the other five subsystems of SUMS, Dr. Jim Briggs provided a copy of the SUMS database, which is under development. Any new tables needed for the Project Monitoring subsystem would have to be added to the existing database, thus avoiding any extra work of creating a new database from the beginning.

To design the required tables the requirements analysis was being taken into account. It was decided that in order to fulfil the needs of the new subsystem five tables would need to be created.

1. milestones

2. mstudentmilestones

3. munitmilestones

4. fileAttachment

5. fileAttachmentTypes

Note that in this section, only the first table is presented, and discussed. For a detailed discussion of the rest of the tables of the database, see Appendix C.

The “milestones” Table

The “milestones” table needed to represent all the data for Milestones that would be set up by the Unit Coordinator (see Section 3, 2. “Setting up milestones for each Cohort”) 

	Milestones
	Requirement

	MILESTONE_ID [PK]
	M

	START_DATE
	M

	END_DATE
	O

	STATUS
	O

	DESCRIPTION
	M

	DATE_ADDED
	O

	LAST_EDITED
	M

	PERSON_ID  [FK] to person table
	M

	ROLE_ID [FK] to role table
	O

	ATTACHMENT_TYPE_ID [FK] to file_attachment_types table
	O

	


Relationships:

Column: PERSON_ID has a ‘many-to-one’ relationship with column PERSON_ID of the Person table.

Column: ROLE_ID has a ‘many-to-one’ relationship with column ROLE_ID of the Roles table.

Column: ATTACHMENT_TYPE_ID has a ‘one-to-one’ relationship with column ATTACHMENT_TYPE_ID of the File_Attachment_Types table.

3.10 User Interface Design
In this section the reader, will be able to view the some parts of the User Interface of the new milestones monitoring system and reads about the decisions taken during the design of the UI of the application.

3.10.1 Navigation System
The web pages of the application were developed following the usability guidelines, discussed in Chapter 2, section “Usability”.

The first thing the developer had to think of was the navigation system of the application. According to Cohen (2003, p. 114-119) there are many navigation systems used today on web sites, but the most common ones are Tabs, Left-Hand Panel, Page-Top Navigation Bar, Breadcrumbs and Pull-down Menus.

In many cases, some of the above are combined according to the content architecture of a web site.

The navigation type selected for the new system is a top navigation bar with two drop down menus. From the first drop down menu, a user can select one of the Cohorts in the list, and then select the desired action for that Cohort. 

Tabs were not appropriate in this kind of application, as the new system does not have any related categories to show. Tabs are being used mainly by e-commerce sites, which are organised into similar categories such as product categories.

Tabs are supposed to be used for rapid switching between alternative views of the same information object. (Nielson, 1999)

A left hand panel might be an alternative navigation system but it was not chosen although implemented at the very beginning. Because as the text of the Cohort names inside the “Cohorts” drop down was getting longer the left hand panel was also getting large with result that more than 20% of a 17’ inch screen to be covered by the panel for some particular Cohorts. Breadcrumb trails also could have been used for navigation but usually are more suitable to web sites, which have many levels (more than two).

A screenshot of the navigation bar used is shown in the following screen.
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3.10.2 Colour Scheme
The colour scheme used in the pages of the system constitutes of three main colours, white, yellow and grey. The background colour of the body is white and the text colour is mainly black although in some cases, such as in error messages display, the text colour used is red. 

The colour was chosen by the developer based on some usability and accessibility issues such as for high readability colours with no high contrast had to be used and for colour blinds it would be best not to use any combination of red and green.
3.11 JSP pages design and Workflow
As it has already been mentioned, the new system is logically divided in three parts, Unit Coordinators, Supervisors and Students. In this section, the design of the major components that constitute the pages is discussed. To see the full pages see the Appendices.
3.11.1 The Login Page
The login page of the system, it was designed as simple as possible without following any usability guidelines, as it would not be used at all, in the new SUMS system.  In the case of the Project Milestones monitoring system, it is being used for initialization of the session state variables needed for each component and for testing purposes. The following screenshot 
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The login components can be considered as the starting point for each of the three components.
3.11.2 The Unit-Coordinator Component
3.11.2.1 Adding/Editing/Deleting a milestone
Clicking the Login button on the first login-dialog, provided that the correct username and password has been entered in the text boxes and the user who wants to login has been give the appropriate role, the Main page of the Unit Coordinator component is displayed (Main.jsp).
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In this page, the Unit Coordinator can select the Cohort that he/she is interested to perform a task, and the using the third drop down menu, can navigate to the rest of the component.

In addition, the subsystem notifies the Unit Coordinator if any milestones have to be activated on the date the page is opened. The author was decided to add this feature to save time from Unit Coordinators opening the Activate Milestones page and see if any milestones had to be activated in the date the page rendered. If there are not any milestones to be activate the user can click the Logout link to exit the system.

However, this feature is only useful if the only purpose of opening the main page is to activate milestones.
Clicking on the Milestones option of the Tasks drop down menu, the Milestones (Milestones.jsp) page is displayed. The main component of the Milestones page is a list that displays the Milestones for the selected Cohort. [image: image16.png]Add new Milestone to Cohort: Undergrad 2007-2008
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The table has a light yellow background and black text to achieve maximum readability. On the top of the table user can see the Selected Cohort and click the “Add new Milestones” link to insert a new milestone to the database for the Cohort selected. Users can also click one of the buttons provided to perform the action specified by the labels.
The table was designed by the user having in mind one of the most important usability guidelines “Minimize the Number of Clicks or Pages”. So it was decided to let users directly choose the task they desire to complete with 1-Click, rather than letting to select an option of a drop down menu or click a radio buttons. In that case, it would require users to perform more than one click, as they would have then to click a button in order to send the request to the server. Of course, to remove the need of having a button, one might think that Javascript could be used to send the request to the server. However if a user has the Javascript disabled the page would be completely unusable.

Clicking the “Add new Milestone” link, the ‘AddMilestone,jsp’ page is displayed. In this page the user can fill the required fields and click the Save button.
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This page was designed to allow users to enter values in the fields as quick as possible. Calendar controls are used, which allow users to select a date graphically and a “multiple selections” list box that allows users to select multiple units. If the user enters values that are not in the required format and clicks the Submit button, error messages will be displayed at the top of the page.
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Otherwise, if the values were correct and the milestone was saved to the database the application returns to the Milestones page where a message is displayed to inform the user.
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Error messages in the whole application are displayed at the top of the page so that can be noticed easily by users.
Editing a milestone follows exactly the same flow as the Add milestones page is re-used for both tasks. For the “delete” task, the user can click the corresponding delete button. Doing that a Javascript alert box is displayed asking the user to confirm if he/she is sure deleting a milestone. Asking the user for confirmation is important as the delete button might be mistakenly clicked resulting in loss of data from the database.
3.11.2.2 Activating Milestones
By default, any milestone that is saved to the database is not in the Active state.

This means that neither Supervisors nor Students can view or interact with this milestone. To change the status of a milestone to Active a Unit Coordinator has to visit the Activate Milestones page via the top navigation menu. Clicking this option the ‘ActivateMilestones.jsp’ page is displayed
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In this page, users can select one or more milestones to Activate. By selecting milestones and clicking the Activate milestones, the selected milestone(s) will be activated and if the database operation was successful a message will be displayed at the top of the page.
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3.11.2.3 Students’ Milestones Bulk Update
One of the major requirements of the new system is to let Unit Coordinators or users with appropriate roles to update student milestones in bulk.

This can be done, by selecting the Generate Mass Updating Form option of the Tasks available in the drop down menu of the navigation. The page that will be displayed to the user is the “MilestonesBulkUpdate.jsp” page.

This page was designed so that users can select a Milestone from a drop down menu and the click a Display button in order to view a report of student milestones for the selected Milestone. The drop down menu contains only active milestones. Milestones that are not active do not have any student milestones associated, so it would be a bad design decision to display all the milestones in the listbox, as inactive milestones would not display any report.
Another approach could be to include all the milestones in the listbox and if an inactive is chosen display a message notifying the user that the milestone needs to be activate first, but this would create a roundtrip of the request to the container of the application, increasing the traffic.
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If the user selects a milestone from the list box and clicks the display button a report of student milestones is displayed.
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The user here can select the checkboxes needed and click the update button to save the changes to the database. The Check all button was designed to let users select all the milestones that are not reported by a Supervisor.
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The Hide Completed button hides from the screen the milestones that were reported by Supervisors. These features was implemented to make the life of a Unit Coordinator easier, as it has to be noted here that the report might contain more than one hundred users not just two as displayed in the screenshots.
The unit coordinator by viewing the report may decide which features would be useful for him/her. If many student milestones were reported, then the Hide Completed button could be used first, to reduce the number of results on screen and the the Check All to check those milestones which are not reported. With just three clicks, the user can complete easily the task of updating milestones in bulk.
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3.11.3 The Unit-Coordinator Component
The supervisor component consists of two JSP pages that are re-used to enable users to perform their tasks provided by the new Project Milestones Monitoring system. Users assigned with the Supervisor role, have to login on the second login dialog on the Login Page.  After a successful login, the Project Milestones page is displayed.
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As can be seen from the screenshot above the page consists of two tables. The first table displays a list of supervisees and the second table a list of active Milestones. The page was designed in this way to allow users to choose whichever approach they like to update milestones for their supervisees.

For example, a user who wants to view and update the status of several milestones of one student at the same time, he may choose to select a user from the first table and click the Update button. In this case the second page of the Supervisors component is displayed, the “Project Student Search” JSP. 
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Also, milestones of multiple supervisees can be updated at the same page.
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If the changes made by a user are successfully saved to the database, then the system will display messages at the top of the page informing the user. The messages show the milestones that have been updated, the old status of the milestones before the update and the new status after the update.
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Users instead of selecting supervisees to view a report of milestones associated to them, can also select a milestone to view a report for all students.

A supervisor can choose to update a milestone using this way, when more than one supervisee has met the requirement. For example, a milestone that requires supervisees to upload a file is very likely that students upload their files on the last day before the milestone becomes overdue. Moreover, a supervisor may arrange some of his meetings with all his/her supervisees at the same day. 

For cases such as those described above, a Supervisor can select a Milestone from the second table and view a report for all his supervisees.
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A supervisor is able here, to perform any kind of action. He can click one of the File Attachment links to download the attached file, send a new file to a student, or change the status of a specific milestone. He could also, choose a file to send to one of his/her supervisees, select a status and click the Update button.

The system will send the file to the supervisee and change the status of the milestone. In addition, bulk updates can also be performed. A supervisor can select to send a file to more than one supervisee at the same time, by just locating the files and clicking the Update button. 

Another way of designing this page could be to have a second smaller table (or just a list) below the main table, which would display only the File related columns. This would give a professional looking to the page. However, it was not chosen, as this would probably require another button for uploading only files, which would result in two clicks if a user wanted to upload a file and change the status of a milestone at the same time. On the other hand using one button rather than two might confuse the user, as he would not know which task would be reflected in the database, the change of a milestone status or the upload of a file.

3.11.4 The Students’ Component
The Students component consists of only one page. It is the simplest page of the new sub-system. A student by logging in would view the following page. The design of this page follows the same style of all the other pages discussed in the previous sections. Students can view a status of milestones associated with them, and upload files for milestones that allow that. If the status of a milestone has not been reported by the time the student opens this page, the Upload file dialog is displayed. If milestone overdue or has been reported as completed by the Supervisor, instead of the File Upload Dialog the status is displayed, as in the Supervisors component.
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3.12 Summary
This chapter, defined partial the existing milestones monitoring system used by the University of Portsmouth, introduced the requirements of the new system, with the main ones to be enabling users to edit, update, and delete milestones, and the a facility to enable users to Upload File Attachments.

Moreover, the design of the database was discussed, the Site Architecture and Content Requirements. The developer decided, to design a system, that would allow Supervisors and Unit Coordinators, to complete tasks with the just a few clicks where it was possible, and that is why the application has no more than three levels. In addition, bulk operations are one of the common tasks of this application. To allow users to perform bulk operations checkboxes was used, and for each set of checkboxes only one update button.

Finishing with the design of the system, the next stage in the lifecycle was to code the requirements of the new system.

4.
Implementation and Testing
This chapter describes how the application was implemented based upon the analysis and design described in the previous chapter.
4.1 Implementation Tools

4.1.1 Development Tool
Nowadays there are many IDEs (Integrated Development Environments) which developers can use to build and deploy a Java web application. Some of the are Sun’s Netbeans, Eclipse an IDE which is leaded by the Eclipse Foundation (Eclipse), IBM Websphere Studio App. Developer (Websphere), Borland’s JBuilder(JBuilder), Sun’s Java Studio Creator(StudioCreator), and IntelliJ by JetBrains(IntelliJ).
SD Times, in 2005 conducted a study in order to discover which Java IDEs are mostly used by its members in their workplace (Skerrett, 2006). The results of the study shown Eclipse as the most popular IDE used with 65%, Websphere came in the second place with 20%, JBuilder with 19,2% and Netbeans with 17.9%.

All of the above IDEs provide a rich set of features such as Java and JSP development, code refactoring, XML editors, support for open source frameworks such as Struts, JSF, Tiles, EJB support, Service Oriented development and many more.

However the development tool used for the implementation of the prototype were the NetBeans IDE, and its latest version 5.5.1 released in May 2007.

The NetBeans IDE is an open-source integrated development environment written entirely in Java using the NetBeans Platform. (Wikipedia, 2007b)
Netbeans 5.5.1 was chosen mainly for its integrated Struts and JPA support but also because the developer has used before it. In addition, it is the tool that all the other subsystems of SUMS are being developed and the tool mainly used by the author’s supervisor.
4.1.2 Database Management System
A DBMS is a software environment that structures and manipulates data, and ensures data security, recovery, and integrity (DataWarehouse, 2007). 
It was certain that the database system that the application had to use during development it would be an open source one. There are many open source DBMSs such as MySQL Community Server, Oracle’s Express Edition (XE), PostgresSQL and many others that can be found in (Wikipedia, 2007c)
All of DBMS mentioned above, provide a similar set of features such as referential integrity, transactions, temporary tables, views, joins, triggers and more. Although they provide a lot of the same functionality, they may fluctuate in terms of performance and configurability.

The DBMS that the final version of the new SUMS application will use is an Oracle Database. However, the database chosen for the milestones subsystem was MySQL 5.0 Community Server. This system chosen, as it was already installed and appropriate configured in the developers machine but also because the developer had worked before in a couple of projects with it. Also, an important fact that was taken into account was the MySQL provided a nice set of tools such as the MySQL Administrator and the Query browser for free.
4.2 Creating the Database
One of the main advantages of using the Netbeans environment with the Java Persistence API is that allows developers to create a database in two ways.

For the development of the new system, there were two ways where the creation of the database tables could be done.
The first way, which is also one of the standard ways to create database tables, providing that the database schema already exists, is to use the DBMS facilities such as the MySQL Query browser in MySQL 5.0, and manually execute a CREATE table statement to create the table(s)needed.
Listing 4.1 - A basic CREATE statement for table milestones
CREATE TABLE  `milestones` (

`MILESTONE_ID` decimal(19,2) NOT NULL,

`START_DATE` date default NULL,

`END_DATE` date default NULL,

`STATUS` varchar(45) default NULL,

PRIMARY KEY  USING BTREE (`MILESTONE_ID`);

Also, MySQL Administrator supports the creation of tables in a GUI environment.

When all the tables needed by the application are created then foreign keys and foreign key relationships can be the next thing to add in the tables.
However, this way seems very time-consuming in an application which uses hundreds of tables except from the case where an SQL script is executed.
This time consuming task can be avoided by using Netbeans and JPA.

Netbeans enables developers to create database tables by creating the Entity classes first and then by using a wizard tables that map to the classes are automatically created. Recall that in JPA an Entity maps to a table in the database. (See Chapter 2, section 2.5.1 “Entities and JPA Annotations”)
In Netbeans in order to enable this feature, a developer should create a Persistence Unit. A persistent unit is defined in the “persistence.xml” file, which is created by NetBeans automatically when a persistence unit is created through the wizard. The “persistence.xml” file defines which database is being used with those entity beans and specifies the default behaviour of the EntityManager. http://trailblazer.demo.jboss.com/EJB3Trail/persistence/config/
Part of the persistence.xml file of the new system is shown in the following figure.
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Figure 4.2 - The persistence.xml file used in the new system.
The <class> tags specify the classes associated with the persistence unit.
The <properties> element in the persistence.xml can contain any configuration properties for the underlying persistence provider, which in this case is Hibernate. 
Using Netbeans, one can create a Persistence Unit by right-clicking to the name of the project in the Projects window, select New and then select Persistence Unit.
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Figure 4.3 - Creating a Persistence Unit in Netbeans 5.5.1.
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Figure 4.4 - The wizard in Netbeans allows the creation of a Persistence Unit.
In the New Persistence Unit Wizard shown in Figure 4.3, a developer should enter a name to the Persistence Unit, specify the persistence library, select the database connection, and last select the Create radio button. As soon as the project is deployed, the database tables would be created.

This is how the initial SUMS database provided by Dr. Jim Briggs was created for the new system. However, when the time came to create the additional tables, the developer chose to create and append the tables using the MySQL Administrator tool as creating the additional tables with the wizard seemed to not actually creating the tables for unknown reasons.
4.3 Building the New System

4.3.1 Implementation Approach
The architecture of the new subsystem is based on the Model-View-Controller pattern, which is described in detail in Chapter 2 section “MVC Architecture”.

As the new system is logically divided in three components (role based),
1) Unit-Coordinator

2) Supervisors

3) Students

the developer decided to start the implementation process by working on each subsystem separately and one after another. For the implementation of each subsystem, the MVC pattern still applies.

The first component to implement as considered being the most important one but also the most difficult was the Unit-Coordinator subsystem.

For this subsystem, first the View (JSP pages) was designed using the DreamWeaver 8, and then they were added to the project’s WEB folder of the application. The WEB folder is the place where a NetBeans web application should keep its web pages (either in WEB or in a subfolder).
After creating the web pages, the next task was to create the Controller part of the subsystem. The Controllers built using the Struts 1.2.9 framework and the wizards that NetBeans provide for creating the Java classes.
However, it proved that building the Controller without having some parts of the model already implemented was not helpful for the complete implementation of the Controller so at the same time the developer started to implement parts of the Model (JPA Entities and Façade classes) so that the workflow of the application could be implemented. In addition, parts of the Model had to be created in parallel with the Controller so that testing could take place after each subtask of the application was written.
For the other two components, Supervisor and Students, the same steps as described above was followed.

However, for clarity reasons, in the rest of this chapter the implementation of the View, the Model and the Controller are presented as they were implemented in three different phases of the project lifecycle.

The new subsystem constitutes of fifteen “Controllers”, five Entities and five Façade classes for the Model and six JSP pages which all can be found in the Appendices.

The next section presents, the implementation of the most important parts of the application according to the author. 
4.3.2 Building the Controller and Model
This section will show how the Model of the milestones monitoring system was created using the wizard that Netbeans provides. The Controller of the application (the Struts Action classes) was created graphically using another set of wizards other than the ones shown in the next sub section however, examples are not provided to avoid annoying the reader. 

After this section, Section 4.3.3.2 describes important pieces of code of the application. The pieces of code, was chosen according to the importance of the requirements they implement.
4.3.2.1 Creating the Entities
NetBeans enables a developer to create Entities from database tables. Once the database tables needed were added to the database schema, it was time to create the additional Entities which would map to the corresponding tables. 
Netbeans provide a wizard for this task. To run the wizard a developer would right-click the name of the project he/she works on but select the “Entity Classes from Database” option (see Figure 4.2). After doing that, the screen shown below appears.
[image: image38.png]] New Entity Classes from Database

Steps Database Tables

1. Choose Fie Type @ batabase Cormecton jdbeimysalflocahost:3308/test1 [nfountas on Default schema]
2. Database Tables
& Giemms O Database Schema
Avalable Tables: Selected Tabls:
cohort_coordnators - fil_attachment
contacts

emaimessages

emais

final_project

ideas2. Add All >>

mark_categories

mark_Farm_categories << Remove Al

mark_farms
marker_capacity
marker_type v

Include Related Tables

<o ] (> G ] (re





This screen asks the developer to choose the Database connection so the wizard can connect to in order to retrieve the tables. As soon as the wizard retrieves the tables, the developer should select the tables from which he wishes to create Entities. Selecting the tables and clicking next the following screen appears.

[image: image39.png]) New Entity Classes from Database.

Steps Entity Classes
1. Choose File Type Specify the names of the entiy clsses for the database tables and the entity clsses location
2. Datahase Tables
Class Nemes: | Detabase Table s Name
3. Entity Classes 2 " DosciTerk ‘E“ . ‘N
Project; [sumsLibe
Location: | Source Packages v
Package: jm.sums.db v

Generate Named Query Annotations for Persistent Felds

<ok P ] (Cconesl ] b





This screen asks the developer to specify the name of the Class, the package in which the class will be created and if automatic generation of Named Queries for this class is desired.

When the wizard finishes, the class is created and can be seen in the package specified.
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Figure 4.6 - The projects window in Netbeans.
In this screenshot, some of the Entities of the new milestones monitoring system are shown.
Opening the Emails.java file it can be seen that Named Queries, JPA Annotations and the fields that correspond to the Emails table columns were created by NetBeans. The Entity now is ready to be used in the application.
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4.3.2.2 Uploading a File Attachment
One of the most significant requirements of the new system was to enable students or supervisors to upload or retrieve a file from the database (see Chapter 4, section 3.2.3 “Requirements Analysis”). For the implementation of this Use Case, a Java class was created named “UploadFile” which contains the Java code for uploading the file to the database. For both students and users the same class is instantiated on the corresponding Action Classes.
As it can be seen from the Use Case, Supervisors should be able to upload separate files for individual users. The piece of code that accepts the files selected by the supervisor is shown below.
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Figure 4.3 - Replicated from “StudentMilestonesAction” class.

Since the user is able to bulk upload of files, the application had to be able to receive all the files selected from the user. The only way to get the multiple files was to use the getFileElements() method of the getMultipartRequestHandler() method provided by the ActionForm instance (“form”) on this Action. MultipartRequestHandler provides a standard interface for struts to deal with file uploads from forms with enctypes of "multipart/form-data" (Struts, 2007). Nevertheless, this class provides more functionality than the Struts documentation states. Users can also retrieve all the values of the text inputs in the JSP page as well as handling the request object and more.

The getFileElement() method as its name implies gets all the values from the inputs of type File and stores them in a HashTable. If there are no file elements, (user has not selected a file) the method returns an Exception which should the application catch. In this specific case, not throwing the exception is fine. The isEmpty() method checks if the HashTable contains any elements and if not it exits. Otherwise, the key value is return from the element in the HashTable.

Next, the UploadFile class in instantiated and two of its properties are set. The setHidden2Stud acts as a flag, which according to the parameter passed, displays the file upload facility to the Student JSP Page. Finally, the Upload Method is called.
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Figure 4.4 - Replicated from “StudentMilestonesAction” class.

The upload method is the method which the attached file is saved to the database in the “fileAttachment” table. This method takes as a parameter the primary key of the student milestone record in the “mstudentmilestones” table.

The checkFile() size, is the method that checks the content type of the file and its size (set by the Unit-Coordinator). If the file is not of the desired type or (currently hard-coded as "application/msword") or larger than the desired size an error message will be returned no file will be uploaded as the upload() method will perform no operations. Then the method checks if a file was already uploaded for the specific record by retrieving the record from the database.
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Figure 4.2 - Replication from “StudentMilestonesFacade” class.

If there was no file associated and the value of the Attachment_Type_ID (see,) is empty an entity is created. Each property of the new (Transient) Entity is set and the file is saved to the File_Attachment table through the updateStudentMilestones method.
4.3.2.3 Reporting Supervisees’ milestones.
Another core requirement for the new system was to enable supervisors to report milestones for their supervisees’ individual or in bulk. The Java code, which implements this functionality, can be seen below.
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Figure 4.4 - Replicated from “UploadFile” java class.

The code begins with a for loop statement, which loops through the elements of the “changeToStudId” array. This array contains the primary keys of the students’ milestones records that were displayed to the Supervisor. The basic idea behind implementing this requirement was to use two String arrays with the first array named “ChangeTo” to keep the values of the selected indexes of the drop down controls, and the second Array to keep the primary keys of the milestones shown to the Supervisor. Diagrammatically this could be represented such as

ChangeTo[ ]

     ChangeToStudId[ ]
	2
	
	123

	5
	
	124

	0
	
	125
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The above piece of JSP code, which represents a column on the table that shows the supervisees milestones, may execute multiple times if the Supervisor has more than one supervisee to create the following table.
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By selecting the appropriate statuses from the drop down menus and clicking, the update button the two Arrays would populate with the values as shown in the diagram. 

Now seeing the code again the for loop retrieves the first value from the ChangeToStudId array and then the record that its primary key corresponds to the value in the array is fetched from the database.

If the status of the record, is equal to the selected status, which means that the user has not changed the value in the drop down menu, the function exits. Otherwise, the new status is set to the Entity together with some other properties such as the date the milestone was last edited, or who updated this student milestone, and then is saved to the database. The rest of the code creates a message that will be displayed to the user if the update was successful (discussed later).

4.3.3 Implementation Problems
During the implementation of the new Project Milestones Monitoring subsystem many problems came up some really important that delayed the implementation phase considerately. This section describes problems the developer faced during the implementation of the “Editing a milestone” feature.
· Editing a Milestone
The process of editing a Milestone requires a user, most likely the Unit Coordinator to view the Milestones page and on that page to click the Edit button of the Milestone that needs to edit. 

The ‘AddMilestones’ page as already mentioned is reused for adding, viewing and editing a milestone. The problem faced with the displaying of the add milestones page on edit mode where the controls are filled with the values of the milestone to edit and especially with the drop down menu.

This control was specified so that a user can select multiple values, in this case Units.
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While adding a milestone the control worked fine, that was not true on editing a milestone, as the multiple attribute did not seem to work. If a milestone were associated with more than one Unit in add mode, in edit mode the control would display only the first unit. 

In addition, another issue came up with the multiple selection control on edit mode. A user editing a milestone might not notice that there are more than one Units associated with the milestone, as the second milestone may not be viewable to the user. The user would have to scroll down the list to in order to see it. According to the author, that was not a good design principle. 
Therefore, another way had to be found to enable a user to edit the Units with a milestone. The developer decided to keep the select box for adding a milestone but to replace it with check boxes in the edit mode.
To implement the “checkboxes” solution Struts provide a tag named <html:multibox >. This tag requires Arrays of type String to be declared in the action form in which all the Units would be stored in the first String and in another Array, the associated Units. Then by iterating through the lists, any item that would appear in both lists would be displayed as checked in the JSP. Gurovich (2005) has written a tutorial about this and the pieces of code that do exactly what is needed in shown below. The Listings are copied from this tutorial.
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In this example the variables “mountains” and “selected mountains are String variables in the ActionForm associated with this form.
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However, this solution could not be implemented by the developer for a number of reasons.

First, the String variables in the example are hard-coded but in the application had to be dynamic. So a way that was tried by the developer to do that was to create a new instance of the add_milestones_form, initialise the two String Arrays required and store the instance in the request or session object. However this solution did not work, as the bean could not be found when the page rendered, neither in the request scope nor in the session scope. Therefore, another way of doing this had to be found.
The first idea to implement the dynamic checkboxes without the <html:selectbox> was to fill two ArrayLists, one with all the Units from the database and the other with the units linked with a milestone. Then the two ArrayLists would be compared, if a milestone on the second ArrayList is also contained in the first ArrayList, copy that milestone to a third ArrayList and then concatenate the first and the third list and store it in the request object.

However, this leaded to nowhere, as still there would be no way of distinguishing the units associated with a milestone from all the Units in general. The next thought was to use a HashMap, a data structure that maps keys to values and the two ArrayLists as stated.

In the key-set of the HashMap, the Unit objects would be stored and in the value- set a Boolean value, which would be true for units associated with a milestone and false if a unit is not associated. 

To implement this idea, first a HashMap needed to be created. Then the all the Units will be stored in the key-set mapping to a false value.
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Then a second loop needed to find the common Units and change the values of those Units in the HashMap to true.
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Then in the JSP page, a loop had to be written which loops through the Units in the HashMap and the problem of editing the Units applied to a milestone was solved.
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4.4 Testing the Application
After the system designed and implemented the next and last stage in the development phase of the application was the testing stage. The testing took place in the Windows computer used for the development of the application.

For the testing purposes of this prototype, the White Box and the Black Box methods were used.

4.4.1 White-Box Testing
White box is a software testing technique whereby explicit knowledge of the internal workings of the item being tested is used to select the test data (Webopedia, 2000). In other words, in White Box testing the tester, enters some data as an input and knowing exactly what functions of the system will be executed for this input, checks if the output of each function is correlated to what the function intends to do.
White box testing was performed extensively throughout the development. Every time a new method, class or JSP page was added to the application, it was tested in debug mode. In debug mode, the flow of the application can be tested, as well as inputs and outputs of methods or classes. White box testing was essential especially for this application as it uses lots of ‘if’ statements and loops.
4.4.2 Black-Box Testing
Black-box test design treats the system as a "black-box", so it doesn't explicitly use knowledge of the internal structure.

(Rivest, 2004). This means that the application can be tested from someone usually a specialized person in testing, the ‘tester’, without this person being informed about the internal workings of the system. This method follows the concept, that the tester will provide some input to the system’s interface, and he/she will expect an output which will meet the specified requirements of the system.

For this application black box, testing was performed by the developer using the use case descriptions of the system. During black box testing several bugs have been identified, some of them corrected and some not. 
4.4.3 Summary
After finishing the design, it was time to convert the Use Cases and Use Cases descriptions into Java code. However, no code could be written without creating the appropriate classes. Netbeans wizards were used for the creation of the Struts Actions and ActionForms and for the creation of the JPA Entities. 

During the implementation of the application, several problems appeared with the most important one to be on the edit of a milestone. The problem was that the select control being used for adding a milestone could not be used appropriate in editing a milestone. The solution was to replace these controls with checkboxes when the used requests to edit a milestone.

Finishing with the implementation of the three components, Unit Coordinator, Supervisor, and Student, the application had to be tested as whole.
5.
Evaluation and Conclusions
This chapter evaluates the prototype against the requirements and evaluates the process followed on developing the system. To evaluate the requirements the use cases was used extensively and as in the testing stage. The usability guidelines were also taken under consideration.

The task of evaluating the application was done only be the developer of the system. It would be a lot better to have the client to evaluate the application as well, however there were some technical problems trying to install the application in the client’s environment. On the other hand, having other people to evaluate the application has not been chosen, as the developer considered that having people that are not within the target group, as defined in Chapter 3, section 3.2.2.3, would not provide reliable comments or results. The new system targets a specific group of users.
5.1 Requirements Evaluation
The new system had to meet several requirements that can be found in Chapter 3, section 3.2.3 “Requirements Analysis. 
1. Setting up milestones for Each Cohort 

This requirement was one of the most important requirements that the application should meet and it does.

Users by opening the Milestones page (see Appendix) can click on the link on the top of the page to view the Add Milestones page. There users can fill in the required fields and click the Save button to save the changes to the database. In terms of validating user input, if any values entered in the fields were incorrect, error messages are displayed at the bottom of the page specifying in which fields the errors were detected. 

If there are no errors, the application returns to the Milestones page. From there he/she is enabled to select a Different Cohort if it is desired and the click again on the link on the top of the page.
2. Edit Milestones 

The new system meets this requirement. Users can open the Milestones page and click the Edit button of the milestone they would like to update.

However, there is a problem with the File Attachment drop down menu. When the page is rendered, the control is displayed with its default value, which is an empty value, so the user has to select again the desired attachment type, which is wrong.
3.
Associate File Attachment with particular milestones

According to the author, the system partially meets this requirement. 
Using the new milestones monitoring system, students can upload a file attachment for a specific milestone, and Supervisors can download the file that was uploaded by students.
4.
Bulk Update of Milestones for a selected Cohort

The system meets this requirement and it does very well. A user can select the Milestone he/she wants to see a report and view a list of individual milestones associated with students of a particular Cohort. In addition, the user can click on the Hide Completed button to hide the milestones that had already been reported. In addition, a Toggle button which checks or uncheck the checkboxes of milestones that had not been reported by Supervisors.
5.
Supervisors should be able to update (individual or in bulk) Milestones of their supervisees.
This requirement has met and certainly very successfully. Supervisors can login and view the Student Milestones page (see Appendix). In that page, they have the chance to view a report of milestones and a report of supervisees. They are able to select multiple milestones and by clicking the Update button, they can view a report of milestones associated to their supervisees and update any milestone, individual or in bulk.
6.
Supervisor should choose if a penalty should be applied or not.
Unfortunately, this requirement has not been met due to time constraints.
The application also had to meet non-functional requirements. As stated in section 3.2.3, in Chapter 3, the major non-functionality requirement was the response speed of the application in some standard user actions such as inserting, updating or retrieving data. The author believes that the application copes well with the response speed; however, it should be stated that safe conclusion on whether this requirement has been met or not, can only be made if the application was tested with the amount of data that the existing milestones monitoring system interacts with.

Furthermore, the application had to meet some usability guidelines as defined in Chapter 3, section 3.2.4. Most of these guidelines are related to the user interface of the application.
The author believes he did his best, to follow the guidelines during the design of the user interface but the result seems not to be quite as usable as expected. One of the main weaknesses of the interface is the navigation system chosen. Having  drop down menus in the top of the page is not very usable, because there is an issue here, called “information hiding”, which occurs when drop down menus, or any other kind of html controls hide a significant amount of information on a page, and here is where the navigation system fails.
Another requirement that the application had to meet was to be maintainable. 

The author interpreted this requirement as that the application’s code and the components of the user interface should be written in such a way that any change or fix by another person other than the developer, should be done easily without spending too long in order to understand how a particular functionality works. According to the author, this requirement has been partially met mainly because of time constraints.
In the beginning, the developer had in mind to implement the user interface by reusing JSP components that would be implemented as fragments. An example of such a component would be the tables that are used in the application. The main idea was to have a JSP fragment, consisting of a general HTML table, and then according to the user and the role(s) that was assigned to him, the JSP component would be displayed accordingly. However, this was implemented partially, as the developer faced significant problems on passing objects to the JSP fragment using tags from the JSP standard tag library.

Moreover, the Java code that is written in the Controller component of the application has to be maintainable. The developer believes that some of those classes that can also be found on the Appendices cannot be easily maintained, because there is too much code in specific classes that had to be reused for many tasks that the user is allowed to perform.

5.2 Project Management
5.2.1 The Initial Plan
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Figure 5.1 - Screenshot  of the Initial Project Plan, MS Project 2002
The project started as soon as the exams of the second semester finished, and that was on 09 June 2007. The first task of the project was to gather the requirements of the new system. Most of the requirements were gathered in two meetings that the developer had. The first meeting was with Dr. Penny Hart, at 9th of June, where the existing milestones monitoring system was introduced, and some of the requirements for the new system was defined. The rest of the requirements were defined in a meeting with Dr. Jim Briggs the Administrator of the existing milestones monitoring system a few days later.

After the major part of the requirements was defined, the developer went back home for two weeks and returned on 24th of June.

A few days later the analysis and design of the application started. First, the requirements specification was produced and a small draft of Use cases.

Immediately after the requirements were written down into a more formal document, the Content requirements diagram was implemented.

Finishing the Content requirements diagram, was time to draw a draft Site Architecture diagram, in order give a starting point in visualizing the application and decide the structure of the application. 

That time it was decided, to split the application in three components (Unit Coordinators, Supervisors and Students and apply an object-oriented analysis for each component.  After that decision made, the developer decided to abandon the original plan was and redefine it to include milestones for the design and implementation of each component.

After the implementation of the application, the developer started the writing of the report. The writing finished at the beginning of September 2007.

5.2.2 The Rewrite
During a meeting with the supervisor, on September where the report was discussed, it became apparent that that the Literature review Chapter of this report was more descriptive rather than discussing and evaluating things such as frameworks, so it was obvious that the review chapter had to be modified.

The author decided, to introduce the JavaServer Faces framework and compare it with Struts.
5.2.3 The Object-Oriented Analysis and Design Approach
The object-oriented methodology used, Requirements Gathering ( Requirements Modelling (Use Cases)( Design of the application ( Coding ( Testing worked really well.  The most important thing according to the author, of this approach is the Use cases. The use cases were used in the development of the prototype but also used by the developer in testing to ensure all the required functionality was built and tested.  The use case descriptions also were very useful. Overall, the use case descriptions were sufficiently detailed.
5.2.4 The Lifecycle
For the development of this application, it can be said that none of the formal lifecycles method such as the waterfall model or the spiral model have been followed. The approach followed was similar to the modified version of the waterfall model, but it was based on creating prototypes as soon as possible, which is not the case on the modified waterfall. During the implementation or when discussing again the requirements with the supervisor, a  large number of iterations took place from implementation, to amend the Use cases and use case descriptions, then amend the design of the database, or the site architecture and so on.
5.2.5 The Major Underestimate
Certainly, the most significant underestimate on developing the new system was the difficulty level of some of the requirements and the time needed to implement those requirements. For example, to implement the requirement “Supervisors should be able, to update student milestones in bulk took almost three days more, when initially it was expected to be completed in two days in total. There were many cases where the initial time the developer thought it was needed for completion of a task, has been underestimated.

The main reason was that the developer never had before the chance to develop an application like this one before and during the design and implementation phases, several problems appeared that the developer has never faced before. Without having any previous experience on solving problems, usually the wrong decisions were made which later on had to be reconsidered.
5.3 Sources of Information
The first place to look for information regarding the report was in the library of the University of Portsmouth. The library had an adequate number of books regarding some general topics like web design, usabilty, object oriented analysis and design, UML and design patterns, however there was a clear lack of books concerning open source frameworks in Java. 

It was certain, that the major source of information about the frameworks used would be the Internet. However it took a while in order to find the appropriate information on the Internet because the information was either out of date (old versions of the two frameworks used) or not of a good quality. One of the sites used especially during development of the application was the

http://www.jspolympus.com/Struts/Struts.jsp
This site contains many useful links to other sites for almost any kind of information a developer needs to work with Struts. For JPA, tutorials on the Internet, and a book, from Bauer & King (2006) the creators of Hibernate were mainly used.
5.4 Learning Process
This project has certainly, taught the author a lot about developing a complete web application using a design pattern, and open source frameworks such as the Java Persistence API and Apache Struts.
The need of using a design pattern such as the Model-View-Controller in a medium size application has been finally understood. The MVC pattern was used before by the developer in small applications where the importance of using a pattern was not quite clear. In addition, it was the first time that the developer had to take some real design decisions on user interface issues and that makes him feel really happy (even though in some occasions the wrong ones has been taken). 
In addition, it was the first time, that use cases and descriptions were used to document the functional requirements of the new system and proved very useful, especially on the testing stage.
After completing this project, the developer feels confident, that he gained a precious amount of knowledge that he did not have before he begins this dissertation. The WDIEP, WEB1P, and WEB2P modules of the Internet Systems Development course were proven invaluable. If the developer had not been taught those units, it is certain that none of what the reader had the chance to read would be written so extensively. In addition, in terms of implementation, two or three requirements at most would have been implemented.

Last and most important is the fact the developer would be enabled in the near future to go for job hunting, having an important knowledge on some of the most popular frameworks that constitute the Java web-programming environment.
5.5 Meeting the Objectives
The aim of this project was to design and implement a working milestones monitoring system for the University of Portsmouth using the Model-View-Controller design pattern and open source frameworks such as the Apache Struts and the Java Persistence API.
The aim has been met. The new system is working and enables a Unit Coordinator to set milestones for all students of a specified Cohort, add, edit and delete milestones, associate file attachment with milestones, recording of milestones met/not met (including in bulk).

Supervisors can view a report of supervisees’ milestones, and update milestones including in bulk. In addition, they can view file attachments uploaded by their supervisees and in turn upload any files as response to the supervisees. 

File attachments can also be uploaded in bulk.
Students are able to view a report of milestones, and upload a file attachment if the milestone requires to.
Toward this aim, the author had to meet the following objectives:

1. To gain a better understanding of the Jakarta Apache Struts framework.
The author had already a brief knowledge of what the Apache Struts framework is and why it is used today in thousands of web applications. However, he did not have the change to get deeper in the internal workings of the framework. After studying the appropriate resources, writing the Literature Review chapter, and actually using Apache Struts to build the new system the author believes that he has gained a better and deeper knowledge of the features of this framework.
2. To learn the basics of Java Persistence API that was never used before.
The Java Persistence API is and Object Relational-mapping framework, which is used by developers to access and retrieve data from a database using the domain, model of the application. The author had a brief knowledge on ORM frameworks, as Hibernate Core was used in application that he had to build as a coursework for the Web Programming (WEB2P) module of the second academic semester. As already mentioned, JPA is a wrapper of the Hibernate Core framework, which means that it uses the engine (backbone classes) of the Core framework, but it has a different interface (methods). 

However, the developer was completely unaware of the JPA Annotations, the main feature that really distinguishes JPA from Hibernate.

After implementing the Model of the new milestones monitoring system-using JPA the developer, feel confident that he has gained a great knowledge on JPA and Annotations. Using JPA for persistence was one of the most fascinating things about this project. Annotations also helped the developer to understand better relationships between tables in the database schema.
3. Find out about milestones in literature.
Unfortunately, this objective has not been met. The author did an extensive research on the Internet, using most of the major search engines but no information could be found. The only information that could be found was just definitions of what a milestone is and where it being used today. 

Finding no information about milestones in the literature negatively affects the Literature review chapter, which contains information only about the MVC pattern, and the frameworks used.

However, the author hopes that readers can easily understand what milestones are, and what role they play in a milestones monitoring system
4. To find out information about the internal workings of the existing Project monitoring sub-system and find out how relevant people use this system.
This objective has been met. This objective was one of the most significant stages of the UML approach followed in this dissertation. The requirements of the system were gathered by using interviews and were modelled in the requirements specification and in the Use cases.

The developer had never the opportunity to appreciate any analysis and design approach on other applications he had developed. However, during the implementation of the new system, the developer realized that any project should always follow an approach even if the application is relatively small.

The developer by the end of this project feel astonished on how helpful, the UML approach was, and feels that in future object oriented analysis and design would be the standard method to use in building applications.
5. Design a solution
Designing the solution was also an interesting part in this dissertation.

The Site architecture and content requirements diagrams (see Chapter 3, section 3.4.2) together with some usability guidelines were used. The site architecture diagram proved very useful at the beginning of the design as they helped a lot to visualize the navigation but also the contents of the application.

6. Implement the solution using Apache Struts and JPA
This object has been met. The implementation of the system has been the hardiest part of this dissertation. As has been mentioned throughout this report the Apache Struts framework has been used in order to apply the MVC design pattern to the application and the Java Persistence API.

JSP pages and JSP components are reused in most of the cases in order to make the application maintainable. In addition, Struts “Action” classes, classes that Struts provides for the business logic, are reused a lot in the application. 

The new milestones monitoring system allows Unit Coordinators, Supervisors and students to interact with milestones.
5.6 Suggestions for Further Work
The new milestones monitoring system, seems to cover most of the users of the existing system needs, however it would be more usable if more features would have been implemented.

First, in terms of requirements, there is one requirement, the calculation of penalties for student milestones that had not been completed by students that have not been implemented during to time constraints. Definitely, this feature would need to be implemented in future versions of this system, as it is one of the major requirements and a significant feature of the existing system.

Another feature, that would be useful, is a facility, which would produce statistics such as what percent of students have completed a specific milestone. If for example the milestone was related to attendance in a lecture, the Unit Coordinator may view how many students attend the lecture. Statistics are always useful and through them interesting conclusions can be produced.

Another facility of a future version of the system would be an email facility to remind supervisors or students to complete the task associated with a milestone.

E-mails can be sent by the Unit Coordinator manually or automatically by the system in a specific data that would be set up by the Unit Coordinator. 
In addition, according to the author, a useful feature would be a facility to associate possibly a blog or a forum with particular milestones especially for those milestones significant to students. There, a discussion between the Unit Coordinator and students about completing tasks associated with milestones or any general queries could be discussed. 
5.7 What would the Author do differently
If the project had to be implemented again, definitely few things would be done differently. 

As mentioned in then end of section 5.1 of this chapter, the user interface of the application initially it was to be implemented using lots of JSP fragments, in order to make it more maintainable and also reduce the coupling of components such as the HTML tables that are being used a lot on this application to display data.

However, the developer did not manage to create the pages in this way and that is one of the major things that the author would do.

Another thing that the author, would do is to change the navigation of new system. The navigation scheme chosen was a top navigation panel, with two from down menus, where the user has to select a value from the two list boxes and click a button to navigate to the page desired. While this may cope well when few options are in the list boxes, having a larger number of options would make the navigation system to hide parts of the screen which not only means bad design, it also looks ugly. The navigation system to replace the existing would be a left panel menu, probably with drop down menus. In addition, to make the navigation more usable, pages would load automatically when the selected index of the second drop down menu changes. This could be implemented in JavaScript.
Another important thing to be done would be to create another layer in the application with Java classes that would help on reusing the Struts Action classes more efficiently. Most of the controllers would be used just to control the application flow wherever it was possible. Currently, the Action classes are “bleeding” of Java code, making them almost not maintainable and hard to understand.
In terms of project management, the author would definitely organize the time more efficiently. There was a major underestimate on the amount of time it was initially thought, with the amount of time the project actually needed according to the skills of the developer in order to complete.
5.8 Finally
The existing milestones monitoring system which is a subsystem of PUMS, was developed in a non Model-View-Controller style, and also lacks features that would cover the needs created during the time it was being used. This is normal and it happens in almost any software application. As the time goes by, an application’s environment changes, people that uses the system change, so a major update in the application would be needed at some point in time. 

PUMS was not the exception in this rule. Unit Coordinators and Supervisors identified new needs that PUMS should take care of, and the process of implementing a new Project Unit Management system started, and the name of the new system is SUMS.

The system developed in this dissertation aims to replace one of the five sub-systems that SUMS consists of, and that is the Project Milestones Monitoring System. The new milestones monitoring system had to be developed using the technologies and web frameworks that the other four sub-systems are being implemented. 
The new system was developed in an MVC style using the Struts framework, and the Java Persistence API, and it proved that these technologies could be easily used to develop a web application and make it maintainable and stable. With some minor changes, the system developed can be integrated successfully with the rest of SUMS, and SUMS as a whole application can definitely cover the needs of its users in the University of Portsmouth for the years to come.
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